https://www.youtube.com/watch?v=mLMvGeb-e-0

**SPRING**

***BeanPostProcessor / BeanFactoryPostProcessor***

Many processes in the [IoC container](http://www.dineshonjava.com/2012/06/spring-ioc-container.html) were made to be extensible. A specific extensible process can be referred to as an extension point. One extension point, the **BeanPostProcessor** interface, allows the modification of a bean instance before and after the properties are set. Another extension point is the **BeanFactoryPostProcessor** interface which allows direct modification of bean definitions before a bean is instantiated.

An [**ApplicationContext**](http://www.dineshonjava.com/2012/06/application-context-in-spring.html)will automatically register and process a bean that implements either of these interfaces (***BeanPostProcessor***, ***BeanFactoryPostProcessor***), but a [**BeanFactory**](http://www.dineshonjava.com/2012/06/what-is-bean-factory-in-spring.html) would have to have a ***BeanPostProcessor***or ***BeanFactoryPostProcessor***registered with it programatically as given below.

1. .....
2. // create BeanFactory
3. ConfigurableBeanFactory  factory = **new** XmlBeanFactory(**new** FileSystemResource("spring.xml"));
4. // now register some beans
5. // now register any needed BeanPostProcessors
6. DisplayNameBeanPostProcessor postProcessor = **new** DisplayNameBeanPostProcessor();
7. factory.addBeanPostProcessor(postProcessor);
8. .....
9. // now start using the factory

Since this manual registration step is not convenient, and [ApplictionContexts](http://www.dineshonjava.com/2012/06/application-context-in-spring.html) are functionally supersets of [BeanFactories](http://www.dineshonjava.com/2012/06/what-is-bean-factory-in-spring.html), it is generally recommended that [ApplicationContext](http://www.dineshonjava.com/2012/06/application-context-in-spring.html) variants are used when bean post-processors are needed.

**BeanPostProcessor:** A **BeanPostProcessor** gives you a chance to process an instance of a bean created by the [IoC container](http://www.dineshonjava.com/2012/06/spring-ioc-container.html)after it's instantiation and then again after the initialization life cycle event has occurred on the instance. You could use this to process fields that were set, perform validation on a bean, or even look up values from a remote resource to set on the bean as defaults.

Spring's different AOP proxies for caching, transactions, etc. are all applied by BeanPostProcessor .

BeanPostProcessor interface has two method...

1. **postProcessAfterInitialization** (Object bean, String beanName) execute after initialization of each beans in the [Spring IoC Container](http://www.dineshonjava.com/2012/06/spring-ioc-container.html).

2. **postProcessBeforeInitialization**(Object bean, String beanName) execute before initialization of each beans in the [Spring IoC Container](http://www.dineshonjava.com/2012/06/spring-ioc-container.html).

# Implementing RowMapper in Spring with Example

We implement a custom RowMapper class to map our domain objects. We then use this class to write fetchmethods that return custom model objects.  
  
An interface used by [JdbcTemplate](http://www.dineshonjava.com/2012/12/using-jdbctemplate-in-spring-chapter-33.html) for mapping rows of a ResultSet on a per-row basis. Implementations of this interface perform the actual work of mapping each row to a result object, but don't need to worry about exception handling. SQLExceptions will be caught and handled by the calling [JdbcTemplate](http://www.dineshonjava.com/2012/12/using-jdbctemplate-in-spring-chapter-33.html#.UMMg0IaeWk9).

Typically used either for JdbcTemplate's query methods or for out parameters of stored procedures. **RowMapper**objects are typically stateless and thus reusable; they are an ideal choice for implementing row-mapping logic in a single place.   
  
Alternatively, consider subclassing **MappingSqlQuery**from the **jdbc.object package**: Instead of working with separate JdbcTemplate and **RowMapper**objects, you can build executable query objects (containing row-mapping logic) in that style.  
  
Say for example, when we are selecting records from an employee table, we will iterate over the result set to get the individual values which won’t be ideal for situations, especially in Java where we want to map records from a database to individual Javaobjects. Also the question of re-usability comes into the picture as the above code doesn’t represent for getting itself re-used. Spring Row Mapper interfaces come into the rescue for such situations.  
  
 **Querying for Single Row:**  
Here’s two ways to query or extract a single row record from database, and convert it into a model class(Employee).  
**1. Custom RowMapper:**  
In general, It’s always recommended to implement the RowMapper interface to create a custom **RowMapper**to suit your needs..

1. **package** com.dineshonjava.sdnext.jdbc.utils;
2. **import** java.sql.ResultSet;
3. **import** java.sql.SQLException;
4. **import** org.springframework.jdbc.core.RowMapper;
5. **import** com.dineshonjava.sdnext.domain.Employee;
6. /\*\*
7. \* @author Dinesh Rajput
8. \*
9. \*/
10. **public** **class** EmployeeMapper **implements** RowMapper {
11. **public** Employee mapRow(ResultSet rs, **int** rowNum) **throws** SQLException {
12. Employee employee = **new** Employee();
13. employee.setEmpid(rs.getInt("empid"));
14. employee.setName(rs.getString("name"));
15. employee.setAge(rs.getInt("age"));
16. employee.setSalary(rs.getLong("salary"));
17. **return** employee;
18. }
19. }

Pass it to ***queryForObject()***method, the returned result will call your custom ***mapRow()*** method to match the value into the property.

1. **public** Employee getEmployee(Integer empid) {
2. String SQL = "SELECT \* FROM Employee WHERE empid = ?";
3. Employee employee = (Employee) jdbcTemplateObject.queryForObject(SQL, **new** Object[]{empid}, **new** EmployeeMapper());
4. **return** employee;
5. }

**2. BeanPropertyRowMapper:**  
In Spring 2.5, comes with a handy **RowMapper**implementation called ‘**BeanPropertyRowMapper**’, which can maps a row’s column value to a property by matching their names. Just make sure both the property and column has the same name, e.g property ‘empid’ will match to column name ‘EMPID’ or with underscores ‘EMP\_ID’.

1. **public** Employee getEmployee(Integer empid) {
2. String SQL = "SELECT \* FROM Employee WHERE empid = ?";
3. Employee employee = (Employee) jdbcTemplateObject.queryForObject(SQL, **new** Object[]{empid}, **new** BeanPropertyRowMapper(Employee.**class**));
4. **return** employee;
5. }

**Querying for Multiple Rows:**  
Now, query or extract multiple rows from database, and convert it into a List.  
**1. Map it manually:**  
In mutiple return rows, RowMapper is not supported in queryForList() method, you need to map it manually.

1. **public** List<Employee> findAll(){
2. String sql = "SELECT \* FROM Employee";
4. List employees= **new** ArrayList();
6. List rows = getJdbcTemplate().queryForList(sql);
7. **for** (Map row : rows) {
8. Employee employee = **new** Employee();
9. employee.setEmpid((Integer)(row.**get**("EMPID")));
10. employee.setName((String)row.**get**("NAME"));
11. employee.setAge((Integer)row.**get**("AGE"));
12. employee.setSalary((Long)row.**get**("SALARY"));
13. employees.add(employee);
14. }
15. **return** employees;
16. }

**2. BeanPropertyRowMapper:**  
The simplest solution is using the BeanPropertyRowMapper class.

1. **public** List findAll(){
2. String sql = "SELECT \* FROM Employee";
3. List employees= getJdbcTemplate().query(sql,
4. **new** BeanPropertyRowMapper(Employee.**class**));
5. **return** employees;
6. }

# *DAO Support Classes in Spring*

**• JdbcDaoSupport** – superclass for JDBC data access objects. Requires a DataSource to be provided; in turn, this class provides a [**JdbcTemplate**](http://www.dineshonjava.com/2012/12/using-jdbctemplate-in-spring-chapter-33.html) instance initialized from the supplied DataSource to subclasses.  
**• HibernateDaoSupport** – superclass for Hibernate data access objects. Requires a SessionFactory to be provided; in turn, this class provides a HibernateTemplate instance initialized from the supplied SessionFactory to subclasses. Can alternatively be initialized directly via a HibernateTemplate, to reuse the latters settings like SessionFactory, flush mode, exception translator, and so forth.  
**• JdoDaoSupport** – super class for JDO data access objects. Requires a PersistenceManagerFactoryto be provided; in turn, this class provides a JdoTemplate instance initialized from the supplied PersistenceManagerFactory to subclasses.  
**• JpaDaoSupport** – super class for JPA data access objects. Requires a EntityManagerFactory to be provided; in turn, this class provides a JpaTemplate  
  
**In Spring JDBC Framework**there are many DAO support classes which help to reduce the configuration of JdbcTemplate, SimpleJdbcTemplate and NamedParamJdbcTemplate with dataSource object.  
**For**[**JdbcTemplate**](http://www.dineshonjava.com/2012/12/using-jdbctemplate-in-spring-chapter-33.html)**:**  
*org.springframework.jdbc.core.support.JdbcDaoSupport*  
**For**[**SimpleJdbcTemplate**](http://www.dineshonjava.com/2012/12/spring-simplejdbctemplate-example.html)**:**  
*org.springframework.jdbc.core.simple.SimpleJdbcDaoSupport*  
**For**[**NamedParamJdbcTemplate**](http://www.dineshonjava.com/2012/12/using-namedparameterjdbctemplate-in.html)**:**  
*org.springframework.jdbc.core.namedparam.NamedParameterJdbcDaoSupport*

***Difference between ref and idref:***In ***ref***can have the value of ***id of bean*** as well as ***name of the bean***.

But the ***idref***can have only and only ***id of the bean***.

**Using *ref*:**

1. **<bean** class="com.sdnext.innerBean.tutorial.Triangle" id="triangle"**>**
2. **<property** name="pointA" ref="zeroPoint"**></property>**
3. **</bean>**
4. **<bean** class="com.dineshonjava.sdnext.innerBean.tutorial.Point" name="zeroPoint"**>**
5. **</bean>**

**Using *idref*:**

1. **<bean** class="com.sdnext.innerBean.tutorial.Triangle" id="triangle"**>**
2. **<property** name="pointA"**>**
3. **<idref** bean="zeropoint"**>**
4. **</idref>**
5. **</property>**
6. **</bean>**
7. **<bean** class="com.dineshonjava.sdnext.innerBean.tutorial.Point" id="zeroPoint"**>**
8. **</bean>**

**Constructor v/s Setter Injection**

* Setter injection gets preference over constructor injection when both are specified.
* Constructor injection cannot partially initialize values.
* Circular dependency can be achieved by setter injection.
* Security is lesser in setter injection as it can be overridden.
* Constructor injection fully ensures dependency injection but setter injection does not
* Setter injection is more readable.

The following diagram is a high-level view of how Spring works. Your application classes are combined with configuration metadata so that after the ApplicationContext is created and initialized, you have a fully configured and executable system or application.

**Figure 7.1. The Spring IoC container**

![container magic](data:image/png;base64,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)

The [Core Container](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#beans-introduction) consists of the spring-core, spring-beans, spring-context, spring-context-support, and spring-expression (Spring Expression Language) modules.

The spring-core and spring-beans modules [provide the fundamental parts of the framework](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#beans-introduction), including the IoC and Dependency Injection features. TheBeanFactory is a sophisticated implementation of the factory pattern. It removes the need for programmatic singletons and allows you to decouple the configuration and specification of dependencies from your actual program logic.

The [Context](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#context-introduction) (spring-context) module builds on the solid base provided by the [Core and Beans](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#beans-introduction) modules: it is a means to access objects in a framework-style manner that is similar to a JNDI registry. The Context module inherits its features from the Beans module and adds support for internationalization (using, for example, resource bundles), event propagation, resource loading, and the transparent creation of contexts by, for example, a Servlet container. The Context module also supports Java EE features such as EJB, JMX, and basic remoting.

The ApplicationContext interface is the focal point of the Context module. spring-context-support provides support for integrating common third-party libraries into a Spring application context for caching (EhCache, Guava, JCache), mailing (JavaMail), scheduling (CommonJ, Quartz) and template engines (FreeMarker, JasperReports, Velocity).

The spring-expression module provides a powerful [Expression Language](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#expressions) for querying and manipulating an object graph at runtime. It is an extension of the unified expression language (unified EL) as specified in the JSP 2.1 specification. The language supports setting and getting property values, property assignment, method invocation, accessing the content of arrays, collections and indexers, logical and arithmetic operators, named variables, and retrieval of objects by name from Spring’s IoC container. It also supports list projection and selection as well as common list aggregations.

### 2.2.2 AOP and Instrumentation

The spring-aop module provides an [AOP](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#aop-introduction) Alliance-compliant aspect-oriented programming implementation allowing you to define, for example, method interceptors and pointcuts to cleanly decouple code that implements functionality that should be separated. Using source-level metadata functionality, you can also incorporate behavioral information into your code, in a manner similar to that of .NET attributes.

The separate spring-aspects module provides integration with AspectJ.

The spring-instrument module provides class instrumentation support and classloader implementations to be used in certain application servers. The spring-instrument-tomcat module contains Spring’s instrumentation agent for Tomcat.

### 2.2.3 Messaging

Spring Framework 4 includes a spring-messaging module with key abstractions from the Spring Integration project such as Message, MessageChannel, MessageHandler, and others to serve as a foundation for messaging-based applications. The module also includes a set of annotations for mapping messages to methods, similar to the Spring MVC annotation based programming model.

### 2.2.4 Data Access/Integration

The Data Access/Integration layer consists of the JDBC, ORM, OXM, JMS, and Transaction modules.

The spring-jdbc module provides a [JDBC](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#jdbc-introduction)-abstraction layer that removes the need to do tedious JDBC coding and parsing of database-vendor specific error codes.

The spring-tx module supports [programmatic and declarative transaction](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#transaction) management for classes that implement special interfaces and for all your POJOs (Plain Old Java Objects).

The spring-orm module provides integration layers for popular [object-relational mapping](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#orm-introduction) APIs, including [JPA](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#orm-jpa), [JDO](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#orm-jdo), and [Hibernate](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#orm-hibernate). Using the spring-orm module you can use all of these O/R-mapping frameworks in combination with all of the other features Spring offers, such as the simple declarative transaction management feature mentioned previously.

The spring-oxm module provides an abstraction layer that supports [Object/XML mapping](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#oxm) implementations such as JAXB, Castor, XMLBeans, JiBX and XStream.

The spring-jms module ([Java Messaging Service](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#jms)) contains features for producing and consuming messages. Since Spring Framework 4.1, it provides integration with the spring-messaging module.

### 2.2.5 Web

The Web layer consists of the spring-web, spring-webmvc, spring-websocket, and spring-webmvc-portlet modules.

The spring-web module provides basic web-oriented integration features such as multipart file upload functionality and the initialization of the IoC container using Servlet listeners and a web-oriented application context. It also contains an HTTP client and the web-related parts of Spring’s remoting support.

The spring-webmvc module (also known as the Web-Servlet module) contains Spring’s model-view-controller ([MVC](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#mvc-introduction)) and REST Web Services implementation for web applications. Spring’s MVC framework provides a clean separation between domain model code and web forms and integrates with all of the other features of the Spring Framework.

The spring-webmvc-portlet module (also known as the Web-Portlet module) provides the MVC implementation to be used in a Portlet environment and mirrors the functionality of the spring-webmvc module.

The spring-test module supports the [unit testing](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#unit-testing) and [integration testing](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#integration-testing) of Spring components with JUnit or TestNG. It provides consistent [loading](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#testcontext-ctx-management) of SpringApplicationContexts and [caching](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#testcontext-ctx-management-caching) of those contexts. It also provides [mock objects](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#mock-objects) that you can use to test your code in isolation.

**Instantiating a container**

Instantiating a Spring IoC container is straightforward. The location path or paths supplied to an ApplicationContext constructor are actually resource strings that allow the container to load configuration metadata from a variety of external resources such as the local file system, from the Java CLASSPATH, and so on.

ApplicationContext context =

**new** ClassPathXmlApplicationContext(**new** String[] {"services.xml", "daos.xml"});

#### Composing XML-based configuration metadata

It can be useful to have bean definitions span multiple XML files. Often each individual XML configuration file represents a logical layer or module in your architecture.

You can use the application context constructor to load bean definitions from all these XML fragments. This constructor takes multiple Resource locations, as was shown in the previous section. Alternatively, use one or more occurrences of the <import/> element to load bean definitions from another file or files. For example:

<beans>

<import resource="services.xml"/>

<import resource="resources/messageSource.xml"/>

<import resource="/resources/themeSource.xml"/>

<bean id="bean1" class="..."/>

<bean id="bean2" class="..."/>

</beans>

**Circular dependencies**

If you use predominantly constructor injection, it is possible to create an unresolvable circular dependency scenario.

For example: Class A requires an instance of class B through constructor injection, and class B requires an instance of class A through constructor injection. If you configure beans for classes A and B to be injected into each other, the Spring IoC container detects this circular reference at runtime, and throws aBeanCurrentlyInCreationException.

One possible solution is to edit the source code of some classes to be configured by setters rather than constructors. Alternatively, avoid constructor injection and use setter injection only. In other words, although it is not recommended, you can configure circular dependencies with setter injection.

Unlike the typical case (with no circular dependencies), a circular dependency between bean A and bean B forces one of the beans to be injected into the other prior to being fully initialized itself (a classic chicken/egg scenario).

#### Inner beans

A <bean/> element inside the <property/> or <constructor-arg/> elements defines a so-called inner bean.

<bean id="outer" class="...">

*<!-- instead of using a reference to a target bean, simply define the target bean inline -->*

<property name="target">

<bean class="com.example.Person"> *<!-- this is the inner bean -->*

<property name="name" value="Fiona Apple"/>

<property name="age" value="25"/>

</bean>

</property>

</bean>

**Primefaces Spring Hibernate EclipseLink**

**Hibernate & EclipseLink** are two most popular implementations used for persisting given business model against some sort of persistence store like relational database. As such, this tutorial will provide you a full-fledged example containing all required configuration steps to developer a layered application that uses:

1. Primefaces components to develop a compelling User Interface that aimed to handle user’s interactions and verify user’s inputs.
2. Hibernate/EclipseLink implementations to develop an Object/Relational Mapping beneath JPA umbrella.
3. [Spring framework](http://www.journaldev.com/2888/spring-tutorial-spring-core-tutorial) as a kind of glue that get everything attached each together.

**What is Java Server Faces?**

* JSF is a component based framework with great focus on user interfaces. Whereas [Spring framework](http://www.journaldev.com/2888/spring-tutorial-spring-core-tutorial) core principle is [**Dependency Injection**](http://www.journaldev.com/2394/java-dependency-injection-design-pattern-example-tutorial)**.** So it makes sense to integrate JSF with Spring framework where JSF will be used for user interfaces and Spring framework will be used for backend server side business logic.

Springs can be integrated with JSF through **DelegatingVariableResolver**.

Add the **DelegatingVariableResolver** in faces-config.xml file as shown below. Here el-resolver is the delegating variable resolver.

**<application>**

**<el-resolver>**

**org.springframework.web.jsf.el.SpringBeanFacesELResolver**

**</el-resolver>**

**</application>**

The el-resolver mentioning SpringBeanFacesELResolver connects the JSF front end values to the Spring backend service layer.

**Key Components of Spring Boot Framework**

Spring Boot Framework has mainly four major Components.

* Spring Boot Starters
* Spring Boot AutoConfigurator
* Spring Boot CLI
* Spring Boot Actuator

### Spring Boot Starter

Spring Boot Starters is one of the major key features or components of Spring Boot Framework. The main responsibility of Spring Boot Starter is to combine a group of common or related dependencies into single dependencies. We will explore this statement in detail with one example.

For instance, we would like to develop a Spring WebApplication with Tomcat WebServer. Then we need to add the following minimal jar dependencies in your Maven’s pom.xml file or Gradle’s build.gradle file

Spring core Jar file(spring-core-xx.jar)

Spring Web Jar file(spring-web-xx.jar)

Spring Web MVC Jar file(spring-webmvc-xx.jar)

Servlet Jar file(servlet-xx.jar)

If we want to add some database stuff, then we need to add database related jars like Spring JDBC jar file, Spring ORM jar files,Spring Transaction Jar file etc.

Spring JDBC Jar file(spring-jdbc-xx.jar)

Spring ORM Jar file(spring-orm-xx.jar)

Spring Transaction Jar file(spring-transaction-xx.jar)

We need to define lot of dependencies in our build files. It is very tedious and cumbersome tasks for a Developer. And also it increases our build file size.

What is the solution to avoid this much dependencies definitions in our build files? The solution is Spring Boot Starter component.

Spring Boot Starter component combines all related jars into single jar file so that we can add only jar file dependency to our build files. Instead of adding above 4 jars files to our build file, we need to add one and only one jar file: “spring-boot-starter-web” jar file.

When we add “spring-boot-starter-web” jar file dependency to our build file, then Spring Boot Framework will automatically download all required jars and add to our project classpath.
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In the same way, “spring-boot-starter-logging” jar file loads all it’s dependency jars like “jcl-over-slf4j, jul-to-slf4j,log4j-over-slf4j, logback-classic” to our project classpath.

#### Major Advantages of Spring Boot Starter

Spring Boot Starter reduces defining many dependencies simplify project build dependencies.

Spring Boot Starter simplifies project build dependencies.

That’s it about Spring Boot Starter component. We will discuss some more details with some Spring Boot examples in coming posts.

### Spring Boot AutoConfigurator

Another important key component of Spring Boot Framework is Spring Boot AutoConfigurator. Most of the Spring IO Platform ([Spring Framework](http://www.journaldev.com/2888/spring-tutorial-spring-core-tutorial)) Critics opinion is that “To develop a Spring-based application requires lot of configuration (Either XML Configuration of Annotation Configuration). Then how to solve this problem.

The solution to this problem is Spring Boot AutoConfigurator. The main responsibility of Spring Boot AutoConfigurator is to reduce the Spring Configuration. If we develop Spring applications in Spring Boot,then We dont need to define single XML configuration and almost no or minimal Annotation configuration. Spring Boot AutoConfigurator component will take care of providing those information.

For instance, if we want to declare a Spring MVC application using Spring IO Platform, then we need to define lot of XML Configuration like views, view resolvers etc. But if we use Spring Boot Framework, then we dont need to define those XML Configuration. Spring Boot AutoConfigurator will take of this.

If we use “spring-boot-starter-web” jar file in our project build file, then Spring Boot AutoConfigurator will resolve views, view resolvers etc. automatically.

And also Spring Boot reduces defining of Annotation configuration. If we use @SpringBootApplication annotation at class level, then Spring Boot AutoConfigurator will automatically add all required annotations to Java Class ByteCode.
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If we go through Spring Boot Documentation, we can find the following definition for @SpringBootApplication.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | @Target(value=TYPE)  @Retention(value=RUNTIME)  @Documented  @Inherited  @Configuration  @EnableAutoConfiguration  @ComponentScan  public @interface SpringBootApplication |

That is, @SpringBootApplication = @Configuration + @ComponentScan + @EnableAutoConfiration.

That’s it about Spring Boot AutoConfigurate component. We will discuss some more details with some Spring Boot examples in coming posts.

**NOTE:-**

In simple words, Spring Boot Starter reduces build’s dependencies and Spring Boot AutoConfigurator reduces the Spring Configuration.

As we discussed that Spring Boot Starter has a dependency on Spring Boot AutoConfigurator, Spring Boot Starter triggers Spring Boot AutoConfigurator automatically.

### Spring Boot CLI

Spring Boot CLI(Command Line Interface) is a Spring Boot software to run and test Spring Boot applications from command prompt. When we run Spring Boot applications using CLI, then it internally uses Spring Boot Starter and Spring Boot AutoConfigurate components to resolve all dependencies and execute the application.

We can run even Spring Web Applications with simple Spring Boot CLI Commands.

Spring Boot CLI has introduced a new “spring” command to execute Groovy Scripts from command prompt.

**spring command example:**

|  |  |
| --- | --- |
| 1 | spring run HelloWorld.groovy |

Here HelloWorld.groovy is a Groovy script FileName. Like Java source file names have \*.java extension, Groovy script files have \*.groovy extension. “spring” command executes HelloWorld.groovy and produces output.

Spring Boot CLI component requires many steps like CLI Installation, CLI Setup, Develop simple Spring Boot application and test it. So we are going to dedicate another post to discuss it in details with some Spring Boot Examples. Please refer my next post on Spring Boot CLI.

### Spring Boot Actuator

Spring Boot Actuator components gives many features, but two major features are

Providing Management EndPoints to Spring Boot Applications.

Spring Boot Applications Metrics.

When we run our Spring Boot Web Application using CLI, Spring Boot Actuator automatically provides hostname as “localhost” and default port number as “8080”. We can access this application using “http://localhost:8080/” end point.

We actually use HTTP Request methods like GET and POST to represent Management EndPoints using Spring Boot Actuator.

We will discuss some more details about Spring Boot Actuator in coming posts.

### Internals of Spring Boot Framework

It’s always recommended to understand how Spring Boot Framework reduces build’s dependencies,Spring Configuration, etc. How Spring Boot works under-the-hood.

If you are familiar with Groovy Programming language, then you know most of the stuff. In Groovy, we don’t need to add some some imports and no need to add some dependencies to Groovy project. When we compile Groovy scripts using Groovy Compiler(groovyc), it will automatically adds all default import statements then compile it.

In the same way, Groovy Programming language contains a JAR Dependency Resolver to resolve and add all required jar files to Groovy Project classpath.

Spring Boot Framework internally uses Groovy to add some defaults like Default import statements, Application main() method etc. When we run Groovy Scripts from CLI Command prompt, it uses this main() method to run the Spring Boot Application.

#### Grape

Grape is an Embedded Dependency Resolution engine. Grape is a JAR Dependency Manager embedded into Groovy. Grape lets us quickly add maven repository dependencies to our project classpath to reduce build file definitions.

Spring Boot Framework programming model is mainly inspired by Groovy Programming model. Spring Boot Framework internally depends on these two major components: Groovy and Grape.
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You can refer Grape documentation http://docs.groovy-lang.org/latest/html/documentation/grape.html for more details.

That’s it about Spring Components and Internals. We will discuss about these components in details with some Spring Boot examples in coming posts.

**Spring Boot Tutorial**

Spring Boot uses completely new development model to make Java Development very easy by avoiding some tedious development steps and boilerplate code and configuration.

**What is Spring Boot?**

Spring Boot is a Framework from “The Spring Team” to ease the bootstrapping and development of new Spring Applications.  
 It provides defaults for code and annotation configuration to quick start new Spring projects within no time. It follows “Opinionated Defaults Configuration” Approach to avoid lot of boilerplate code and configuration to improve Development, Unit Test and Integration Test Process.

**What is NOT Spring Boot?**

Spring Boot Framework is not implemented from the scratch by The Spring Team, rather than implemented on top of existing Spring Framework (Spring IO Platform).  
It is not used for solving any new problems. It is used to solve same problems like Spring Framework.

**Why Spring Boot?**

* To ease the Java-based applications Development, Unit Test and Integration Test Process.
* To reduce Development, Unit Test and Integration Test time by providing some defaults.
* To increase Productivity.
* Don’t worry about what is “Opinionated Defaults Configuration” Approach at this stage. We will explain this in detail with some examples in coming posts.
* Advantages of Spring Boot:
* It is very easy to develop Spring Based applications with Java or Groovy.
* It reduces lots of development time and increases productivity.
* It avoids writing lots of boilerplate Code, Annotations and XML Configuration.
* It is very easy to integrate Spring Boot Application with its Spring Ecosystem like Spring JDBC, Spring ORM, Spring Data, Spring Security etc.
* It follows “Opinionated Defaults Configuration” Approach to reduce Developer effort
* It provides Embedded HTTP servers like Tomcat, Jetty etc. to develop and test our web applications very easily.
* It provides CLI (Command Line Interface) tool to develop and test Spring Boot(Java or Groovy) Applications from command prompt very easily and quickly.
* It provides lots of plugins to develop and test Spring Boot Applications very easily using Build Tools like Maven and Gradle
* It provides lots of plugins to work with embedded and in-memory Databases very easily.
* In Simple Terminology, What Spring Boot means
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* That means Spring Boot is nothing but existing Spring Framework + Some Embedded HTTP Servers (Tomcat/Jetty etc.) – XML or Annotations Configurations.  
  Here minus means we don’t need to write any XML Configuration and few Annotations only.
* **Main Goal of Spring Boot:**
* The main goal of Spring Boot Framework is to reduce Development, Unit Test and Integration Test time and to ease the development of Production ready web applications very easily compared to existing Spring Framework, which really takes more time.

**Spring MVC controller and the RESTful web service controller**

Spring’s annotation based MVC framework simplifies the process of creating RESTful web services. The key difference between a traditional Spring MVC controller and the RESTful web service controller is the way the HTTP response body is created. While the traditional MVC controller relies on the View technology, the RESTful web service controller simply returns the object and the object data is written directly to the HTTP response as JSON/XML. For a detailed description of creating RESTful web services using the Spring framework.

Using the @RestController Annotation

Spring 4.0 introduced @RestController, a specialized version of the controller which is a convenience annotation that does nothing more than add the @Controller and @ResponseBodyannotations. By annotating the controller class with @RestController annotation, you no longer need to add @ResponseBody to the entire request mapping methods. The @ResponseBody annotation is active by default**.**

@RestController is composition of @Controller and @ResponseBody, if we are not using the @ResponseBody in Method signature then we need to use the @Restcontroller.

**List of View Resolvers in Spring MVC**

In Spring MVC, view resolvers enable you to render models in a browser without tying you to a specific view technology like JSP, Velocity, XML…etc.

There are two interfaces that are important to the way Spring handles views are **ViewResolver** and **View**. The **ViewResolver** provides a mapping between view names and actual views. The View interface addresses the preparation of the request and hands the request over to one of the view technologies.

Below are the important viewresolvers provided by spring framework:

1. **AbstractCachingViewResolver** : Abstract view resolver that caches views. Often views need preparation before they can be used; extending this view resolver provides caching.
2. **XmlViewResolver** : Implementation of ViewResolver that accepts a configuration file written in XML with the same DTD as Spring’s XML bean factories. The default configuration file is /WEB-INF/views.xml.
3. **ResourceBundleViewResolver** : Implementation of ViewResolver that uses bean definitions in a ResourceBundle, specified by the bundle base name. Typically you define the bundle in a properties file, located in the classpath. The default file name is **views.properties**.
4. **UrlBasedViewResolver** : Simple implementation of the ViewResolver interface that effects the direct resolution of logical view names to URLs, without an explicit mapping definition. This is appropriate if your logical names match the names of your view resources in a straightforward manner, without the need for arbitrary mappings.
5. **InternalResourceViewResolver** :  Convenient subclass of UrlBasedViewResolver that supports InternalResourceView (in effect, Servlets and JSPs) and subclasses such as JstlView and TilesView. You can specify the view class for all views generated by this resolver by using setViewClass(..).
6. **VelocityViewResolver**/**FreeMarkerViewResolver**: Convenient subclass of UrlBasedViewResolver that supports **VelocityView** (in effect, Velocity templates) or **FreeMarkerView**, respectively, and custom subclasses of them.
7. **ContentNegotiatingViewResolver** : Implementation of the ViewResolver interface that resolves a view based on the request file name or Accept header.

**Spring Hibernate Integration**

**Spring** is one of the most used Java EE Framework and **Hibernate** is the most popular ORM framework. That’s why **Spring Hibernate** combination is used a lot in enterprise applications.

We will use Spring 4 and integrate it with Hibernate 3 and then update the same project to use Hibernate 4. . Since there are a lot of versions for spring and Hibernate both and Spring ORM artifact supports both Hibernate 3 and Hibernate 4.

Note that I have noticed that all spring and hibernate versions are not compatible, below versions have worked for me so I think they are compatible. If you are using some other versions and getting java.lang.NoClassDefFoundError, then it means that they are not compatible. Mostly it’s because Hibernate classes are moved from one package to another causing this error. For example org.hibernate.engine.FilterDefinition class is moved to org.hibernate.engine.spi.FilterDefinition in latest hibernate versions.

* [Spring Framework](http://www.journaldev.com/2888/spring-tutorial-spring-core-tutorial) Version: 4.0.3.RELEASE
* Hibernate Core and Hibernate EntityManager Version: 3.6.9.Final and 4.3.5.Final
* Spring ORM Version: 4.0.3.RELEASE
* spring-context and spring-tx for core Spring functionalities. Notice that I am using version 4.0.3.RELEASE.
* spring-orm dependency for Spring ORM support, it’s required for hibernate integration in our spring project.
* hibernate-entitymanager and hibernate-core dependencies for Hibernate framework. Notice that version is 3.6.9.Final, for using Hibernate 4 all we need is to change it to 4.3.5.Final as commented in above pom.xml file.
* mysql-connector-java for MySQL driver for database connection.

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:aop="http://www.springframework.org/schema/aop"

xmlns:tx="http://www.springframework.org/schema/tx"

xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop-4.0.xsd

http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx-4.0.xsd">

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource"

destroy-method="close">

<property name="driverClassName" value="com.mysql.jdbc.Driver" />

<property name="url" value="jdbc:mysql://localhost:3306/TestDB" />

<property name="username" value="pankaj" />

<property name="password" value="pankaj123" />

</bean>

<!-- Hibernate 3 XML SessionFactory Bean definition-->

<!-- <bean id="hibernate3SessionFactory"

class="org.springframework.orm.hibernate3.LocalSessionFactoryBean">

<property name="dataSource" ref="dataSource" />

<property name="mappingResources">

<list>

<value>person.hbm.xml</value>

</list>

</property>

<property name="hibernateProperties">

<value>

hibernate.dialect=org.hibernate.dialect.MySQLDialect

</value>

</property>

</bean> -->

<!-- Hibernate 3 Annotation SessionFactory Bean definition-->

<bean id="hibernate3AnnotatedSessionFactory"

class="org.springframework.orm.hibernate3.annotation.AnnotationSessionFactoryBean">

<property name="dataSource" ref="dataSource" />

<property name="annotatedClasses">

<list>

<value>com.journaldev.model.Person</value>

</list>

</property>

<property name="hibernateProperties">

<props>

<prop key="hibernate.dialect">org.hibernate.dialect.MySQLDialect</prop>

<prop key="hibernate.current\_session\_context\_class">thread</prop>

<prop key="hibernate.show\_sql">false</prop>

</props>

</property>

</bean>

<bean id="personDAO" class="com.journaldev.dao.PersonDAOImpl">

<property name="sessionFactory" ref="hibernate3AnnotatedSessionFactory" />

</bean>

</beans>

There are two ways we can provide database connection details to Hibernate, first by passing everything in **hibernateProperties** and second by creating a **DataSource** and then passing it to hibernate. I prefer the second approach, that’s why we have Apache Commons DBCP dependency to create a BasicDataSource by setting database connection properties.

For Spring and Hibernate 3 integration, Spring ORM provides two classes – org.springframework.orm.hibernate3.LocalSessionFactoryBean when hibernate mappings are XML based and org.springframework.orm.hibernate3.annotation.AnnotationSessionFactoryBean for annotations based mapping. I have provided simple bean configuration of LocalSessionFactoryBean in comments, if you are using XML based mappings. AnnotationSessionFactoryBean extends LocalSessionFactoryBean class, so it has all the basic properties for hibernate integration.

Spring 4 Hibernate 4 integration changes

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:aop="http://www.springframework.org/schema/aop"

xmlns:tx="http://www.springframework.org/schema/tx"

xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop-4.0.xsd

http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx-4.0.xsd">

<bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource"

destroy-method="close">

<property name="driverClassName" value="com.mysql.jdbc.Driver" />

<property name="url" value="jdbc:mysql://localhost:3306/TestDB" />

<property name="username" value="pankaj" />

<property name="password" value="pankaj123" />

</bean>

<!-- Hibernate 4 SessionFactory Bean definition -->

<bean id="hibernate4AnnotatedSessionFactory"

class="org.springframework.orm.**hibernate4**.LocalSessionFactoryBean">

<property name="dataSource" ref="dataSource" />

<property name="annotatedClasses">

<list>

<value>com.journaldev.model.Person</value>

</list>

</property>

<property name="hibernateProperties">

<props>

<prop key="hibernate.dialect">org.hibernate.dialect.MySQLDialect</prop>

<prop key="hibernate.current\_session\_context\_class">thread</prop>

<prop key="hibernate.show\_sql">false</prop>

</props>

</property>

</bean>

<bean id="personDAO" class="com.journaldev.dao.PersonDAOImpl">

<property name="sessionFactory" ref="hibernate4AnnotatedSessionFactory" />

</bean>

</beans>

**For hibernate 4,** we need to use org.springframework.orm.hibernate4.LocalSessionFactoryBean

for SessionFactory bean, Spring ORM has merged both the classes for Hibernate 3 and there is a single class now, this is good to avoid confusion.

**Spring JDBC**

[Spring Framework](http://www.journaldev.com/2888/spring-tutorial-spring-core-tutorial) provides excellent integration with JDBC API and provides JdbcTemplate utility class that we can use to avoid bolier-plate code from our database operations logic such as Opening/Closing Connection, ResultSet, and PreparedStatement etc. JdbcTemplate class can help us in writing modular code with ease, without worrying whether resources are closed properly or not.

If you look at the DAO implementation class, there is a lot of boiler-plate code where we are opening and closing Connection, PreparedStatements and ResultSet. This can lead to resource leak if someone forgets to close the resources properly. We can use org.springframework.jdbc.core.JdbcTemplate class to avoid these errors. Spring JdbcTemplate is the central class in Spring JDBC core package and provides a lot of methods to execute queries and automatically parse ResultSet to get the Object or list of Objects.

All we need is to provide the arguments as Object array and implement Callback interfaces such as **PreparedStatementSetter** and **RowMapper** for mapping arguments or converting ResultSet data to bean objects.

* No code related to opening and closing connections, statements or result set. All that is handled internally by Spring JdbcTemplate class.
* RowMapper anonymous class implementation to map the ResultSet data to Employee bean object in ***queryForObject****()* method.
* ***queryForList****()* method returns list of Map whereas Map contains the row data mapped with key as the column name and value from the database row matching the criteria.

We know that [DataSource with JNDI](http://www.journaldev.com/2513/tomcat-datasource-jndi-example-java) is the preferred way to achieve connection pooling and get benefits of container implementations.

<?xml version="1.0" encoding="UTF-8"?>

<beans:beans xmlns="http://www.springframework.org/schema/mvc"

xmlns:jee="http://www.springframework.org/schema/jee"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:beans="http://www.springframework.org/schema/beans"

xmlns:context="http://www.springframework.org/schema/context"

xsi:schemaLocation="http://www.springframework.org/schema/jee http://www.springframework.org/schema/jee/spring-jee.xsd

http://www.springframework.org/schema/mvc http://www.springframework.org/schema/mvc/spring-mvc.xsd

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd">

<!-- DispatcherServlet Context: defines this servlet's request-processing

infrastructure -->

<!-- Enables the Spring MVC @Controller programming model -->

<annotation-driven />

<!-- Handles HTTP GET requests for /resources/\*\* by efficiently serving

up static resources in the ${webappRoot}/resources directory -->

<resources mapping="/resources/\*\*" location="/resources/" />

<!-- Resolves views selected for rendering by @Controllers to .jsp resources

in the /WEB-INF/views directory -->

<beans:bean

class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<beans:property name="prefix" value="/WEB-INF/views/" />

<beans:property name="suffix" value=".jsp" />

</beans:bean>

<!-- Configure to plugin JSON as request and response in method handler -->

<beans:bean

class="org.springframework.web.servlet.mvc.method.annotation.RequestMappingHandlerAdapter">

<beans:property name="messageConverters">

<beans:list>

<beans:ref bean="jsonMessageConverter" />

</beans:list>

</beans:property>

</beans:bean>

<!-- Configure bean to convert JSON to POJO and vice versa -->

<beans:bean id="jsonMessageConverter"

class="org.springframework.http.converter.json.MappingJackson2HttpMessageConverter">

</beans:bean>

<!-- Create DataSource Bean -->

<beans:bean id="dbDataSource" class="org.springframework.jndi.JndiObjectFactoryBean">

<beans:property name="jndiName" value="java:comp/env/jdbc/MyLocalDB"/>

</beans:bean>

<!-- using JEE namespace for lookup -->

<!--

<jee:jndi-lookup id="dbDataSource" jndi-name="jdbc/MyLocalDB"

expected-type="javax.sql.DataSource" />

-->

<context:component-scan base-package="com.journaldev.spring.jdbc.controller" />

</beans:beans>

**Spring 4 Security**

Now-a-days, Developing Secure Applications is very crucial aspect to avoid Malfunctioning, Stealing or hacking our confidential data or unauthorized access. We can develop secure applications using Spring Security Module to restrict access to our applications.

Initially, Spring Framework was using a separate Third-Party Framework to support Spring Applications Security: Acegi Security. But it was not easy approach to develop secure applications and had some drawbacks.

**Drawbacks of Spring Acegi Security**

1. **Lot of XML Configuration**
2. **Too much learning curve**
3. **Does not support Annotations**

To avoid all these issues, The Spring Team (Pivotal Team) has integrated “Acegi Security” framework into Spring Framework as “Spring Security” module.

Spring 4 Framework has the following modules to provide Security to the Spring-Based Applications: In Spring Framework, “Spring Security” module is the base module for rest of the Spring Security modules. Spring Security is one of the Spring Framework’s Security modules. It is a Java SE/Java EE Security Framework to provide Authentication, Authorization, SSO and other Security features for Web Applications or Enterprise Applications.

1. **Spring Security**
2. **Spring Security SAML**
3. **Spring Security OAuth**
4. **Spring Security Kerberos**
5. **Spring Cloud Security**

**Spring 4 Security Features**

Spring 3.x Security Framework provides the following Features:

1. Authentication and Authorization.
2. Supports BASIC, Digest and Form-Based Authentication.
3. Supports LDAP Authentication.
4. Supports OpenID Authentication.
5. Supports SSO (Single Sign-On) Implementation.
6. Supports Cross-Site Request Forgery (CSRF) Implementation.
7. Supports “Remember-Me” Feature through HTTP Cookies.
8. Supports Implementation of ACLs
9. Supports “Channel Security” that means automatically switching between HTTP and HTTPS.
10. Supports I18N (Internationalisation).
11. Supports JAAS (Java Authentication and Authorization Service).
12. Supports Flow Authorization using Spring WebFlow Framework.
13. Supports WS-Security using Spring Web Services.
14. Supports Both XML Configuration and Annotations. Very Less or minimal XML Configuration.

Spring 4.x Security Framework supports the following New Features:

1. Supports WebSocket Security.
2. Supports Spring Data Integration.
3. CSRF Token Argument Resolver.

**Spring 4 Security Levels**

Spring Security supports the following two Levels of Authorization

1. Method Level Authorization
2. URL Level Authorization

NOTE  
Spring Security supports “Method Level Security” by using AOP (Aspect-Oriented Programming) that means through Aspects. Spring Security supports “URL Level Security” by using Servlet filters.

**Spring 4 Security Advantages**

Spring 4 Security Framework provides the following Advantages:

1. Open Source Security Framework
2. Flexible, Easy to Develop and Unit Test the applications
3. Declarative Security Programming
4. Easy of Extendability
5. Easy of Maintenance
6. Takes full advantage of Spring DI(Dependency Injection) and AOP.
7. We can develop Loosely-Coupled Applications.

**Spring 4 Security Sub-Modules**

Spring 4 Security Module is again divided into 11 sub-modules. It has the following sub-modules:

1. Spring Security Core Module
2. Spring Security Configuration Module
3. Spring Security Web Module
4. Spring Security Tag Library Module
5. Spring Security AspectJ Module
6. Spring Security ACL Module
7. Spring Security LDAP Module
8. Spring Security OpenID Module
9. Spring Security CAS Module
10. Spring Security Cryptography Module
11. Spring Security Remoting Module
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In Spring Framework’s Security Sub-Module, Spring Security Core Sub-Module is the base module for rest of all Security Sub-modules.

To support these 11 Spring Security modules, Spring framework has the following jars:

spring-security-core-4.0.2.RELEASE.jar

spring-security-config-4.0.2.RELEASE.jar

spring-security-web-4.0.2.RELEASE.jar

spring-security-taglibs-4.0.2.RELEASE.jar

spring-security-aspects-4.0.2.RELEASE.jar

spring-security-acl-4.0.2.RELEASE.jar

spring-security-ldap-4.0.2.RELEASE.jar

spring-security-openid-4.0.2.RELEASE.jar

spring-security-cas-4.0.2.RELEASE.jar

spring-security-crypto-4.0.2.RELEASE.jar

spring-security-remoting-4.0.2.RELEASE.jar

Almost all Spring Security JARs have similar kind of Maven or Gradle dependency entries

Some of the benefits of using Spring Security are:

1. Proven technology, it’s better to use this than reinvent the wheel. Security is something where we need to take extra care, otherwise our application will be vulnerable for attackers.
2. Prevents some of the common attacks such as CSRF, session fixation attacks.
3. Easy to integrate in any web application. We don’t need to modify web application configurations; spring automatically injects security filters to the web application.
4. Provides support for authentication by different ways – in-memory, DAO, JDBC, LDAP and many more.
5. Provides option to ignore specific URL patterns, good for serving static HTML, image files.
6. Support for groups and roles.

**Web.xml**

<?xml version="1.0" encoding="UTF-8"?>

<web-app version="2.5" xmlns="http://java.sun.com/xml/ns/javaee"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web-app\_2\_5.xsd">

<!-- Spring Security Configuration File -->

<context-param>

<param-name>contextConfigLocation</param-name>

<param-value>/WEB-INF/spring/appServlet/spring-security.xml</param-value>

</context-param>

<!-- Creates the Spring Container shared by all Servlet and Filters -->

<listener>

<listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>

</listener>

<listener>

<listener-class>org.springframework.security.web.session.HttpSessionEventPublisher</listener-class>

</listener>

<session-config>

<session-timeout>15</session-timeout>

</session-config>

<!-- Spring Security Filter -->

<filter>

<filter-name>springSecurityFilterChain</filter-name>

<filter-class>org.springframework.web.filter.DelegatingFilterProxy</filter-class>

</filter>

<filter-mapping>

<filter-name>springSecurityFilterChain</filter-name>

<url-pattern>/\*</url-pattern>

</filter-mapping>

<!-- Spring MVC - START -->

<servlet>

<servlet-name>appServlet</servlet-name>

<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>

<init-param>

<param-name>contextConfigLocation</param-name>

<param-value>

/WEB-INF/spring/appServlet/servlet-context.xml

</param-value>

</init-param>

<load-on-startup>1</load-on-startup>

</servlet>

<servlet-mapping>

<servlet-name>appServlet</servlet-name>

<url-pattern>/</url-pattern>

</servlet-mapping>

<!-- Spring MVC - END -->

</web-app>

**spring-security.xml**

<?xml version="1.0" encoding="UTF-8"?>

<beans:beans xmlns="http://www.springframework.org/schema/security"

xmlns:beans="http://www.springframework.org/schema/beans" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://www.springframework.org/schema/security http://www.springframework.org/schema/security/spring-security.xsd

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd">

<!-- Configuring RoleVoter bean to use custom access roles, by default roles

should be in the form ROLE\_{XXX} -->

<beans:bean id="roleVoter"

class="org.springframework.security.access.vote.RoleVoter">

<beans:property name="rolePrefix" value=""></beans:property>

</beans:bean>

<beans:bean id="accessDecisionManager"

class="org.springframework.security.access.vote.AffirmativeBased">

<beans:constructor-arg name="decisionVoters"

ref="roleVoter" />

</beans:bean>

<http authentication-manager-ref="jdbc-auth"

access-decision-manager-ref="accessDecisionManager">

<intercept-url pattern="/emp/\*\*" access="Admin" />

<form-login login-page="/login" authentication-failure-url="/denied"

username-parameter="username" password-parameter="password"

default-target-url="/home" />

<logout invalidate-session="true" logout-success-url="/login"

logout-url="/j\_spring\_security\_logout" />

<access-denied-handler error-page="/denied"/>

<session-management invalid-session-url="/login">

<concurrency-control max-sessions="1"

expired-url="/login" />

</session-management>

</http>

<authentication-manager id="in-memory-auth">

<authentication-provider>

<user-service>

<user name="pankaj" password="pankaj123" authorities="Admin" />

</user-service>

</authentication-provider>

</authentication-manager>

<authentication-manager id="dao-auth">

<authentication-provider user-service-ref="userDetailsService">

</authentication-provider>

</authentication-manager>

<beans:bean id="userDetailsService"

class="com.journaldev.spring.security.dao.AppUserDetailsServiceDAO" />

<authentication-manager id="jdbc-auth">

<authentication-provider>

<jdbc-user-service data-source-ref="dataSource"

users-by-username-query="select username,password,enabled from Employees where username = ?"

authorities-by-username-query="select username,role from Roles where username = ?" />

</authentication-provider>

</authentication-manager>

<!-- MySQL DB DataSource -->

<beans:bean id="dataSource"

class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<beans:property name="driverClassName" value="com.mysql.jdbc.Driver" />

<beans:property name="url"

value="jdbc:mysql://localhost:3306/TestDB" />

<beans:property name="username" value="pankaj" />

<beans:property name="password" value="pankaj123" />

</beans:bean>

<!-- If DataSource is configured in Tomcat Servlet Container -->

<beans:bean id="dbDataSource"

class="org.springframework.jndi.JndiObjectFactoryBean">

<beans:property name="jndiName" value="java:comp/env/jdbc/MyLocalDB" />

</beans:bean>

</beans:beans>

Spring 4 Security Module supports the following options to store and manage User Credentials:

1. In-Memory Store
2. Relations Databases(RDBMS)
3. No SQL Data Stores
4. LDAP

**Spring Transaction Management** is one of the most widely used and important feature of [Spring framework](http://www.journaldev.com/2888/spring-tutorial-spring-core-tutorial). Transaction Management is a trivial task in any enterprise application. We have already learned how to use [JDBC API for Transaction Management](http://www.journaldev.com/2483/java-jdbc-transaction-management-savepoint). Spring provides extensive support for transaction management and help developers to focus more on business logic rather than worrying about the integrity of data incase of any system failures.

1. Support for Declarative Transaction Management. In this model, Spring uses AOP over the transactional methods to provide data integrity. This is the preferred approach and works in most of the cases.
2. Support for most of the transaction APIs such as JDBC, Hibernate, JPA, JDO, JTA etc. All we need to do is use proper transaction manager implementation class. For example org.springframework.jdbc.datasource.DriverManagerDataSource for JDBC transaction management and org.springframework.orm.hibernate3.HibernateTransactionManager if we are using hibernate as ORM tool.
3. Support for programmatic transaction management by using TransactionTemplate or PlatformTransactionManager implementation.

Most of the features that we would want in a transaction manager is supported by Declarative transaction management, so we would use this approach for our example project.

We will create a simple Spring JDBC project where we will update multiple tables in a single transaction. The transaction should commit only when all the JDBC statements execute successfully otherwise it should rollback to avoid data inconsistency.

If you know JDBC transaction management, you might argue that we can get do it easily by setting auto-commit to false for the connection and based on the result of all the statements, either commit or rollback the transaction. Obviously we can do it, but that will result in a lot of boiler-plate code just for transaction management. Also the same code will present in all the places where we are looking for transaction management, causing tightly coupled and non-maintainable code.

Spring declarative transaction management addresses these concerns by using Aspect Oriented Programming to achieve loose coupling and avoid boiler-plate code in our application.

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:context="http://www.springframework.org/schema/context"

xmlns:tx="http://www.springframework.org/schema/tx"

xsi:schemaLocation="http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context-4.0.xsd

http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx-4.0.xsd">

<!-- Enable Annotation based Declarative Transaction Management -->

<tx:annotation-driven proxy-target-class="true"

transaction-manager="transactionManager" />

<!-- Creating TransactionManager Bean, since JDBC we are creating of type

DataSourceTransactionManager -->

<bean id="transactionManager"

class="org.springframework.jdbc.datasource.DataSourceTransactionManager">

<property name="dataSource" ref="dataSource" />

</bean>

<!-- MySQL DB DataSource -->

<bean id="dataSource"

class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="com.mysql.jdbc.Driver" />

<property name="url" value="jdbc:mysql://localhost:3306/TestDB" />

<property name="username" value="pankaj" />

<property name="password" value="pankaj123" />

</bean>

<bean id="customerDAO" class="com.journaldev.spring.jdbc.dao.CustomerDAOImpl">

<property name="dataSource" ref="dataSource"></property>

</bean>

<bean id="customerManager" class="com.journaldev.spring.jdbc.service.CustomerManagerImpl">

<property name="customerDAO" ref="customerDAO"></property>

</bean>

</beans>

tx:annotation-driven element is used to tell spring context that we are using annotation based transaction management configuration.

transaction-manager attribute is used to provide the transaction manager bean name. transaction-manager default value is transactionManager but I am still having it to avoid confusion.

proxy-target-class attribute is used to tell Spring context to use class based proxies, without it you will get runtime exception with message such as Exception in thread “main” org.springframework.beans.factory.BeanNotOfRequiredTypeException: Bean named ‘customerManager’ must be of type [com.journaldev.spring.jdbc.service.CustomerManagerImpl], but was actually of type [com.sun.proxy.$Proxy6]

Spring ORM example – JPA, Hibernate, and Transaction

The Spring Framework supports integration with **Hibernate, Java Persistence API (JPA)** and **Java Data Objects (JDO)** for resource management, data access object (DAO) implementations, and transaction strategies.

We use JPA**@PersistenceContext a**nnotation that indicate dependency injection to an **EntityManager**. Spring injects a proper instance of EntityManager according to the spring.xml configuration.

<?xml version="1.0" encoding="UTF-8"?>

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:p="http://www.springframework.org/schema/p"

xmlns:context="http://www.springframework.org/schema/context"

xmlns:tx="http://www.springframework.org/schema/tx"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="

http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans-3.0.xsd

http://www.springframework.org/schema/context

http://www.springframework.org/schema/context/spring-context-3.0.xsd

http://www.springframework.org/schema/tx

http://www.springframework.org/schema/tx/spring-tx.xsd

">

<!-- Scans the classpath for annotated components that will be auto-registered as Spring beans -->

<context:component-scan base-package="hu.daniel.hari.learn.spring" />

<!-- Activates various annotations to be detected in bean classes e.g: @Autowired -->

<context:annotation-config />

<bean id="dataSource" class="org.springframework.jdbc.datasource.DriverManagerDataSource">

<property name="driverClassName" value="org.hsqldb.jdbcDriver" />

<property name="url" value="jdbc:hsqldb:mem://productDb" />

<property name="username" value="sa" />

<property name="password" value="" />

</bean>

<bean id="entityManagerFactory"

class="org.springframework.orm.jpa.LocalContainerEntityManagerFactoryBean"

p:packagesToScan="hu.daniel.hari.learn.spring.orm.model"

p:dataSource-ref="dataSource"

>

<property name="jpaVendorAdapter">

<bean class="org.springframework.orm.jpa.vendor.HibernateJpaVendorAdapter">

<property name="generateDdl" value="true" />

<property name="showSql" value="true" />

</bean>

</property>

</bean>

<!-- Transactions -->

<bean id="transactionManager" class="org.springframework.orm.jpa.JpaTransactionManager">

<property name="entityManagerFactory" ref="entityManagerFactory" />

</bean>

<!-- enable the configuration of transactional behavior based on annotations -->

<tx:annotation-driven transaction-manager="transactionManager" />

</beans>

ORM with AspectJ for Transaction

<!-- AOP Configuration for selecting transactional methods -->

<!-- the transactional advice (what 'happens'; see the <aop:advisor/> ) -->

<tx:advice id=*"txAdvice"* transaction-manager=*"transactionManager"*>

<tx:attributes>

<!-- all methods starting with 'list' or 'get' are read-only -->

<tx:method name=*"list\*"* read-only=*"true"*/>

<tx:method name=*"get\*"* read-only=*"true"*/>

<!-- for other methods use the default transaction settings -->

<tx:method name=*"\*"* />

</tx:attributes>

</tx:advice>

<!-- ensure that the above transactional advice runs for any execution

of a method in the service package -->

<aop:config>

<aop:pointcut id=*"serviceMethods"*

expression=*"execution(\* hu.daniel.hari.learn.spring.orm.service.\*.\*(..))"* />

<aop:advisor pointcut-ref=*"serviceMethods"* advice-ref=*"txAdvice"* />

</aop:config>

Spring MVC Hibernate MySQL Integration

**dataSource** bean is defined for org.apache.commons.dbcp.BasicDataSource class for basic connection pooling.

<?xml version="1.0" encoding="UTF-8"?>

<beans:beans xmlns="http://www.springframework.org/schema/mvc"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns:beans="http://www.springframework.org/schema/beans"

xmlns:context="http://www.springframework.org/schema/context" xmlns:tx="http://www.springframework.org/schema/tx"

xsi:schemaLocation="http://www.springframework.org/schema/mvc http://www.springframework.org/schema/mvc/spring-mvc.xsd

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd

http://www.springframework.org/schema/tx http://www.springframework.org/schema/tx/spring-tx-4.0.xsd">

<!-- DispatcherServlet Context: defines this servlet's request-processing

infrastructure -->

<!-- Enables the Spring MVC @Controller programming model -->

<annotation-driven />

<!-- Handles HTTP GET requests for /resources/\*\* by efficiently serving

up static resources in the ${webappRoot}/resources directory -->

<resources mapping="/resources/\*\*" location="/resources/" />

<!-- Resolves views selected for rendering by @Controllers to .jsp resources

in the /WEB-INF/views directory -->

<beans:bean

class="org.springframework.web.servlet.view.InternalResourceViewResolver">

<beans:property name="prefix" value="/WEB-INF/views/" />

<beans:property name="suffix" value=".jsp" />

</beans:bean>

<beans:bean id="dataSource" class="org.apache.commons.dbcp.BasicDataSource"

destroy-method="close">

<beans:property name="driverClassName" value="com.mysql.jdbc.Driver" />

<beans:property name="url"

value="jdbc:mysql://localhost:3306/springjdbc" />

<beans:property name="username" value="root" />

<beans:property name="password" value="raoSB\*12" />

</beans:bean>

<!-- Hibernate 4 SessionFactory Bean definition -->

<beans:bean id="hibernate4AnnotatedSessionFactory"

class="org.springframework.orm.hibernate4.LocalSessionFactoryBean">

<beans:property name="dataSource" ref="dataSource" />

<beans:property name="annotatedClasses">

<beans:list>

<beans:value>com.journaldev.spring.model.Person</beans:value>

</beans:list>

</beans:property>

<beans:property name="hibernateProperties">

<beans:props>

<beans:prop key="hibernate.dialect">org.hibernate.dialect.MySQLDialect

</beans:prop>

<beans:prop key="hibernate.show\_sql">true</beans:prop>

</beans:props>

</beans:property>

</beans:bean>

<beans:bean id="personDAO" class="com.journaldev.spring.dao.PersonDAOImpl">

<beans:property name="sessionFactory" ref="hibernate4AnnotatedSessionFactory" />

</beans:bean>

<beans:bean id="personService" class="com.journaldev.spring.service.PersonServiceImpl">

<beans:property name="personDAO" ref="personDAO"></beans:property>

</beans:bean>

<context:component-scan base-package="com.journaldev.spring" />

<tx:annotation-driven transaction-manager="transactionManager"/>

<beans:bean id="transactionManager" class="org.springframework.orm.hibernate4.HibernateTransactionManager">

<beans:property name="sessionFactory" ref="hibernate4AnnotatedSessionFactory" />

</beans:bean>

</beans:beans>

org.springframework.orm.hibernate4.LocalSessionFactoryBean bean is used for Hibernate 4 SessionFactory. For Hibernate 3, you will find similar classes as org.springframework.orm.hibernate3.LocalSessionFactoryBean and org.springframework.orm.hibernate3.AnnotationSessionFactoryBean.

One important point is that when we are depending on spring framework for Hibernate Session management, we should not define hibernate.current\_session\_context\_class property, otherwise you will get a lot of session transaction related issues.

**transactionManager** bean definition for **org.springframework.orm.hibernate4.HibernateTransactionManager** is required for Spring ORM to support hibernate session transaction management. For Hibernate 3, you will find similar class as **org.springframework.orm.hibernate3.HibernateTransactionManager.** Spring uses AOP for transaction management, you can now relate it with **@Transactional** annotation.

# Spring MVC Internationalization (i18n) and Localization (L10n)

Any web application with users all around the world, **internationalization** (i18n) or **localization** (L10n) is very important for better user interaction.

Most of the web application frameworks provide easy ways to localize the application based on user locale settings. Spring also follows the pattern and provides extensive support for internationalization (i18n) through the use of Spring interceptors, Locale Resolvers and Resource Bundles for different locales.

**messageSource** bean is configured to enable i18n for our application. **basename** property is used to provide the location of resource bundles. Classpath: messages means that resource bundles are located in the classpath and follows name pattern as messages\_{locale}.properties. **defaultEncoding** property is used to define the encoding used for the messages.

**localeResolver** bean of type org.springframework.web.servlet.i18n.CookieLocaleResolver is used to set a cookie in the client request so that further requests can easily recognize the user locale. For example, we can ask user to select the locale when he launches the web application for the first time and with the use of cookie, we can identify the user locale and automatically send locale specific response. We can also specify the default locale, cookie name and maximum age of the cookie before it gets expired and deleted by the client browser.

If your application maintains user sessions, then you can also use org.springframework.web.servlet.i18n.SessionLocaleResolver as localeResolver to use a locale attribute in the user’s session. The configuration is similar to CookieLocaleResolver.

<bean id="localeResolver"

class="org.springframework.web.servlet.i18n.SessionLocaleResolver">

<property name="defaultLocale" value="en" />

</bean>

If we don’t register any “localeResolver”, **AcceptHeaderLocaleResolver** will be used by default, which resolves user locale by checking the accept-language header in the client HTTP request.

**org.springframework.web.servlet.i18n.LocaleChangeInterceptor** interceptor is configured to intercept the user request and identify the user locale. The parameter name is configurable and we are using request parameter name for locale as “locale”. Without this interceptor, we won’t be able to change the user locale and send the response based on the new locale settings of the user. It needs to be part of **interceptors** element otherwise Spring won’t configure it as an interceptor.

class="org.springframework.context.support.ReloadableResourceBundleMessageSource">

<beans:property name="basename" value="classpath:messages" />

<beans:property name="defaultEncoding" value="UTF-8" />

</beans:bean>

<beans:bean id="localeResolver"

class="org.springframework.web.servlet.i18n.CookieLocaleResolver">

<beans:property name="defaultLocale" value="en" />

<beans:property name="cookieName" value="myAppLocaleCookie"></beans:property>

<beans:property name="cookieMaxAge" value="3600"></beans:property>

</beans:bean>

<interceptors>

<beans:bean

class="org.springframework.web.servlet.i18n.LocaleChangeInterceptor">

<beans:property name="paramName" value="locale" />

</beans:bean>

</interceptors>

# Spring MVC Interceptor

Spring Interceptor are used to intercept client requests and process them. Sometimes we want to intercept the HTTP Request and do some processing before handing it over to the controller handler methods. That’s where Spring MVC Interceptor come handy.

Just like we have [Struts2 Interceptors](http://www.journaldev.com/2210/struts-2-interceptor-example), we can create our own Spring interceptor by either implementing org.springframework.web.servlet.HandlerInterceptor interface or by overriding abstract class org.springframework.web.servlet.handler.HandlerInterceptorAdapter that provides the base implementation of HandlerInterceptor interface.

# Spring Interceptor – HandlerInterceptor

Spring **HandlerInterceptor** declares three methods based on where we want to intercept the HTTP request.

**boolean preHandle(HttpServletRequest request, HttpServletResponse response, Object handler)**: This method is used to intercept the request before it’s handed over to the handler method. This method should return ‘true’ to let Spring know to process the request through another spring interceptor or to send it to handler method if there are no further spring interceptors.

If this method returns ‘false’ [Spring framework](http://www.journaldev.com/2888/spring-tutorial-spring-core-tutorial) assumes that request has been handled by the spring interceptor itself and no further processing is needed. We should use response object to send response to the client request in this case.

Object *handler* is the chosen handler object to handle the request. This method can throw Exception also, in that case [Spring MVC Exception Handling](http://www.journaldev.com/2651/spring-mvc-exception-handling-controlleradvice-exceptionhandler-handlerexceptionresolver) should be useful to send error page as response.

**void postHandle(HttpServletRequest request, HttpServletResponse response, Object handler, ModelAndView modelAndView)**: This HandlerInterceptor interceptor method is called when HandlerAdapter has invoked the handler but DispatcherServlet is yet to render the view. This method can be used to add additional attribute to the ModelAndView object to be used in the view pages. We can use this spring interceptor method to determine the time taken by handler method to process the client request.

**void afterCompletion(HttpServletRequest request, HttpServletResponse response, Object handler, Exception ex)**: This is a HandlerInterceptor callback method that is called once the handler is executed and view is rendered.

If there are multiple spring interceptors configured, *preHandle()* method is executed in the order of configuration whereas *postHandle()* and *afterCompletion()* methods are invoked in the reverse order.

<!-- Configuring interceptors based on URI -->

<interceptors>

<interceptor>

<mapping path="/home" />

<beans:bean class="com.journaldev.spring.RequestProcessingTimeInterceptor"></beans:bean>

</interceptor>

</interceptors>

# Spring MVC File Upload

File Uploading is a very common task in any web application. We have earlier seen how to [upload files in Servlet](http://www.journaldev.com/1964/servlet-upload-file-download-example) and [Struts2 File Uploading](http://www.journaldev.com/2192/struts-2-file-upload-example). Spring MVC framework provide support for uploading files by integrating Apache Commons FileUpload API.

<form method="POST" action="uploadFile" enctype="multipart/form-data">

Notice that these files are simple HTML files, I am not using any JSP or Spring tags to avoid complexity. The important point to note is that form **enctype** should be **multipart/form-data**, so that Spring web application knows that the request contains file data that needs to be processed.

Also note that for multiple files, the form field “file” and “name” are same in the input fields, so that the data will be sent in the form of array. We will take the input array and parse the file data and store it in the given file name.

<beans:bean id="multipartResolver"

class="org.springframework.web.multipart.commons.CommonsMultipartResolver">

<!-- setting maximum upload size -->

<beans:property name="maxUploadSize" value="100000" />

</beans:bean>

# Spring Validation

When we accept user inputs in any web application, it become necessary to validate them. We can validate the user input at client side using JavaScript but it’s also necessary to validate them at server side to make sure we are processing valid data incase user has javascript disabled.

[Spring MVC Framework](http://www.journaldev.com/2433/spring-mvc-tutorial) supports JSR-303 specs by default and all we need is to add JSR-303 and it’s implementation dependencies in Spring MVC application. Spring also provides @Validator annotation and BindingResult class through which we can get the errors raised by Validator implementation in the controller request handler method.

We can create our custom validator implementations by two ways –

* First one is to create an annotation that confirms to the JSR-303 specs and implement it’s Validator class.
* Second approach is to implement the org.springframework.validation.Validator interface and add set it as validator in the Controller class using @InitBinder annotation.

# Spring MVC Exception Handling – @ControllerAdvice, @ExceptionHandler, HandlerExceptionResolver

**Spring MVC Exception Handling is very important to make sure you are not sending server exceptions to client. Today we will look into Spring Exception Handling using @ExceptionHandler, @ControllerAdvice and HandlerExceptionResolver. Any**[**web application**](http://www.journaldev.com/1854/java-web-application-tutorial-for-beginners)**requires good design for exception handling because we don’t want to serve container generated page when any unhandled exception is thrown by our application.**

Spring MVC Framework provides following ways to help us achieving robust exception handling.

1. **Controller Based** – We can define exception handler methods in our controller classes. All we need is to annotate these methods with @**ExceptionHandler** annotation. This annotation takes Exception class as argument. So if we have defined one of these for Exception class, then all the exceptions thrown by our request handler method will have handled.

These exception handler methods are just like other request handler methods and we can build error response and respond with different error page. We can also send JSON error response that we will look later on in our example.

If there are multiple exception handler methods defined, then handler method that is closest to the Exception class is used. For example, if we have two handler methods defined for IOException and Exception and our request handler method throws IOException, then handler method for IOException will get executed.

1. **Global Exception Handler** – Exception Handling is a cross-cutting concern, it should be done for all the pointcuts in our application. We have already looked into [Spring AOP](http://www.journaldev.com/2583/spring-aop-example-tutorial-aspect-advice-pointcut-joinpoint-annotations) and that’s why Spring provides @**ControllerAdvice** annotation that we can use with any class to define our global exception handler.

The handler methods in Global Controller Advice is same as Controller based exception handler methods and used when controller class is not able to handle the exception.

1. **HandlerExceptionResolver**– For generic exceptions, most of the times we serve static pages. Spring Framework provides **HandlerExceptionResolver** interface that we can implement to create global exception handler. The reason behind this additional way to define global exception handler is that spring framework also provides default implementation classes that we can define in our spring bean configuration file to get spring framework exception handling benefits.

**SimpleMappingExceptionResolver** is the default implementation class, it allows us to configure exceptionMappings where we can specify which resource to use for a particular exception. We can also override it to create our own global handler with our application specific changes, such as logging of exception messages.

**annotation-driven element is used to let Controller servlet know that annotations will be used for bean configurations.**

<!-- Enables the Spring MVC @Controller programming model -->

<annotation-driven />

**resources element defines the location where we can put static files such as images, html pages etc that we don’t want to get through Spring framework.**

<!-- Handles HTTP GET requests for /resources/\*\* by efficiently serving up static resources in the ${webappRoot}/resources directory -->

<resources mapping="/resources/\*\*" location="/resources/" />

**InternalResourceViewResolver is the view resolver, we can provide view pages location through prefix and suffix properties. So all our JSP pages should be in /WEB-INF/views/ directory.**

<! -- Resolves views selected for rendering by @Controllers to .jsp resources in the /WEB-INF/views directory -->

<beans:bean class="org.springframework.web.servlet.view.InternalResourceViewResolver">

* Spring @**Autowired** annotation is used for automatic dependency injection. [Spring framework](http://www.journaldev.com/2888/spring-tutorial-spring-core-tutorial) is built on [dependency injection](http://www.journaldev.com/2410/spring-dependency-injection) and we inject the class dependencies through spring bean configuration file.

## Spring @Autowired Annotation

There are different ways through which we can autowire a spring bean.

1. **autowire byName** – For this type of autowiring, setter method is used for dependency injection. Also the variable name should be same in the class where we will inject the dependency and in the spring bean configuration file.
2. **autowire byType** – For this type of autowiring, class type is used. So there should be only one bean configured for this type in the spring bean configuration file.
3. **autowire by constructor** – This is almost similar to autowire byType, the only difference is that constructor is used to inject the dependency.
4. **autowire by autodetect** – If you are on Spring 3.0 or older versions, this is one of the autowire options available. This option was used for autowire by constructor or byType, as determined by Spring container. Since we already have so many options, this option is deprecated. I will not cover this option in this tutorial.
5. **@Autowired annotation** – We can use Spring @Autowired annotation for spring bean autowiring. @Autowired annotation can be applied on variables and methods for autowiring byType. We can also use @Autowired annotation on constructor for constructor based spring autowiring.

For @Autowired annotation to work, we also need to enable annotation based configuration in spring bean configuration file. This can be done by **context:annotation-config** element or by defining a bean of type **org.springframework.beans.factory.annotation.AutowiredAnnotationBeanPostProcessor.**

1. **@Qualifier annotation –** This annotation is used to avoid conflicts in bean mapping and we need to provide the bean name that will be used for autowiring. This way we can avoid issues where multiple beans are defined for same type. This annotation usually works with the @Autowired annotation. For constructors with multiple arguments, we can use this annotation with the argument names in the method.

By default spring bean autowiring is turned off. Spring bean autowire default value is “default” that means no autowiring is to be performed. autowire value “no” also have the same behavior.

* @**Configuration** annotation is used to let spring know that it’s a Configuration class.
* @**ComponentScan** annotation is used with @Configuration annotation to specify the packages to look for Component classes.

**Ex: @Configuration**

**@ComponentScan(value={"com.journaldev.spring.di.consumer"})**

* @**Bean** annotation is used to let spring framework know that this method should be used to get the bean implementation to inject in Component classes.

Important points about spring bean configuration file are:

* **beans** element default-autowire is used to define the default autowiring method. Here I am defining the default autowiring method to be byName.
* **beans** element default-autowire-candidates is used to provide the pattern for bean names that can be used for autowiring. For simplicity I am allowing all the bean definitions to be eligible for autowiring, however if we can define some pattern for autowiring. For example, if we want only DAO bean definitions for autowiring, we can specify it as **default-autowire-candidates="\*DAO".**
* **autowire-candidate="false"** is used in a bean definition to make it ineligible for autowiring. It’s useful when we have multiple bean definitions for a single type and we want some of them not to be autowired. For example, in above spring bean configurations “employee1” bean will not be used for autowiring.
* **autowire** attribute byName, byType and constructor is self understood, nothing much to explain there.
* **context:annotation-config** is used to enable annotation based configuration support. Notice that employeeAutowiredByTypeService and employeeAutowiredByConstructorService beans don’t have autowire attributes.

The project dependencies that I am interested in are;

* **spring-context**: Spring Core dependency. Notice the exclusion of commons logging in favor of SLF4J.
* **spring-webmvc:** Spring artifact for MVC support
* **aspectjrt:** AspectJ API reference
* **SLF4J and Log4j**: For logging purposes, Spring is very easy to configure for log4j or [Java Logging API](http://www.journaldev.com/977/logger-in-java-logging-example)because of SLF4J integration.
* **javax.inject** – JSR330 API for dependency injection.

## Spring Bean Configuration

* Spring Framework provides three ways to configure beans to be used in the application.
* **Annotation Based Configuration** – By using @**Service** or @**Component** annotations. Scope details can be provided with @**Scope** annotation.
* **XML Based Configuration** – By creating Spring Configuration XML file to configure the beans. If you are using Spring MVC framework, the xml based configuration can be loaded automatically by writing some boiler plate code in web.xml file.
* **Java Based Configuration** – Starting from Spring 3.0, we can configure Spring beans using java programs. Some important annotations used for java based configuration are @**Configuration**, @**ComponentScan** and @**Bean**.

**Deployment Descriptor**

We need to configure our application for Spring Framework, so that the configuration metadata will get loaded and context will be initialized.

* <?xml version="1.0" encoding="UTF-8"?>
* <web-app version="2.5" xmlns="http://java.sun.com/xml/ns/javaee"
* xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
* xsi:schemaLocation="http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web-app\_2\_5.xsd">
* <!-- The definition of the Root Spring Container shared by all Servlets and Filters -->
* **<context-param>**
* **<param-name>contextConfigLocation</param-name>**
* **<param-value>/WEB-INF/spring/root-context.xml</param-value>**
* **</context-param>**
* **<!-- Creates the Spring Container shared by all Servlets and Filters -->**
* **<listener>**
* **<listener-class>org.springframework.web.context.ContextLoaderListener</listener-class>**
* **</listener>**
* **<!-- Processes application requests -->**
* **<servlet>**
* **<servlet-name>appServlet</servlet-name>**
* **<servlet-class>org.springframework.web.servlet.DispatcherServlet</servlet-class>**
* **<init-param>**
* **<param-name>contextConfigLocation</param-name>**
* **<param-value>/WEB-INF/spring/appServlet/servlet-context.xml</param-value>**
* **</init-param>**
* <load-on-startup>1</load-on-startup>
* </servlet>
* <servlet-mapping>
* <servlet-name>appServlet</servlet-name>
* <url-pattern>/</url-pattern>
* </servlet-mapping>
* </web-app>

## Spring Aware Interfaces

Sometimes we need Spring Framework objects in our beans to perform some operations, for example reading ServletConfig and ServletContext parameters or to know the bean definitions loaded by the ApplicationContext. That’s why spring framework provides a bunch of \*Aware interfaces that we can implement in our bean classes.

org.springframework.beans.factory.Aware is the root marker interface for all these Aware interfaces. All of the \*Aware interfaces are sub-interfaces of Aware and declare a single setter method to be implemented by the bean. Then spring context uses setter-based dependency injection to inject the corresponding objects in the bean and make it available for our use.

Spring Aware interfaces are similar to [servlet listeners](http://www.journaldev.com/1945/servletcontextlistener-servlet-listener-example) with callback methods and implementing [observer design pattern](http://www.journaldev.com/1739/observer-design-pattern-in-java).

Some of the important Aware interfaces are:

* **ApplicationContextAware** – to inject ApplicationContext object, example usage is to get the array of bean definition names.
* **BeanFactoryAware** – to inject BeanFactory object, example usage is to check scope of a bean.
* **BeanNameAware** – to know the bean name defined in the configuration file.
* **ResourceLoaderAware** – to inject ResourceLoader object, example usage is to get the input stream for a file in the classpath.
* **ServletContextAware** – to inject ServletContext object in MVC application, example usage is to read context parameters and attributes.
* **ServletConfigAware** – to inject ServletConfig object in MVC application, example usage is to get servlet config parameters.

# Spring AOP Method Profiling

This example shows how simple to configure Spring for profiling any method in any service (or other) classes **without writing a single line of profiling** (method process time logger) **code** **in** any of the service **classes**. Aspect Oriented Programming (AOP) let you to separate the (usually duplicated and boilerplate) profiling code from the service code. **No more boilerplate profiling code in your business logic** that always result in a mess.

We write our profiler code only once in a separated class (SimpleProfiler.java), and that’s all, the rest is only AOP configuration in spring.xml that has to be done for working.

* Profiling any (service) classes,
* Without touching (service) classes’ code,
* Through Spring-AOP approach.

<!-- AOP Configuration for profiling -->

    <!-- Our profiler class that we want to use to measure process time of service methods. -->

    <bean id="profiler" class="hu.daniel.hari.learn.spring.aop.profiling.core.profiler.SimpleProfiler" />

    <!-- Spring AOP -->

    <aop:config>

        <aop:aspect ref="profiler">

            <!-- Catch all method in the service package through AOP. -->

            <aop:pointcut id="serviceMethod"

                expression="execution(\* hu.daniel.hari.learn.spring.aop.profiling.service.\*.\*(..))" />

            <!-- For these methods use the profile named method in the profiler class we defined below. -->

            <aop:around pointcut-ref="serviceMethod" method="profile" />

        </aop:aspect>

    </aop:config>

# Spring 4.x Features

* Spring 4.0 was released in December 2013 and developers are migrating to it gradually. New Java projects are recommended to adopt it directly. It was one of the major version release for Spring framework. Major features on Spring 4 is the complete support for Java SE 8 and Groovy. Following are the Spring 4.x features highlights and lets see about each of them in \*/+-detail in coming tutorials.
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## Spring 4.0 Features

## Many improvements to Spring Core Container like generics as autowiring qualifiers, conditional annotation, ordered auto wiring qualifiers and ordered auto wiring into lists and arrays.

## Complete support for [Java 8 features](http://javapapers.com/java/java-8-features/). One important point to note is, minimum requirement to using Spring 4 is Java SE6. Similarly requires Servlet 3.0+ for Spring Web modules

## Supports conditional Bean Creation.

## Spring 4.0.x has added modules new spring-websocket and spring-messaging for WebSocket-based communication and support STOMP.

## Support for external bean configuration using Groovy DSL.

## Supports SockJS, STOMP Messaging and Java Websocket API.

## Improvements to RestTemplate

## Loads of improvements to Spring Test module.

## Lots of third party dependencies have been upgraded their respective latest versions. Like Hibernate 3.6+, EhCache 2.1+, Quartz 1.8+, Groovy 1.8+, and Joda-Time 2.0+.

## Removed many deprecated packages and methods

## Spring 4.1 Improvements

* Spring 4.1.5 was released on February 20, 2015 with lots of new features and improvements.
* Many improvements to Spring JMS Module. Added new annotations and also provided some improvements to “**jms:annotation-driven**”namespace.
* Many improvements to Spring Web modules
* Improvements to WebSocket module
* Improvements to SockJS &STOM Messaging
* Improvements to Spring Test module
* Improvements in Spring Cache
* Supports JCache Annotations
* If you are using Spring framework it is good time to upgrade to Spring 4.x

**Learn what you can do with Spring Boot?**

Spring Boot offers a fast way to build applications. It looks at your classpath and at beans you have configured, makes reasonable assumptions about what you’re missing, and adds it. With Spring Boot you can focus more on business features and less on infrastructure.

For example:

* Got Spring MVC? There are several specific beans you almost always need, and Spring Boot adds them automatically. A Spring MVC app also needs a servlet container, so Spring Boot automatically configures embedded Tomcat.
* Got Jetty? If so, you probably do NOT want Tomcat, but instead embedded Jetty. Spring Boot handles that for you.
* Got Thymeleaf? There are a few beans that must always be added to your application context; Spring Boot adds them for you.

These are just a few examples of the automatic configuration Spring Boot provides. At the same time, Spring Boot doesn’t get in your way. For example, if Thymeleaf is on your path, Spring Boot adds a SpringTemplateEngine to your application context automatically. But if you define your own SpringTemplateEngine with your own settings, then Spring Boot won’t add one. This leaves you in control with little effort on your part.

|  |  |
| --- | --- |
|  | Spring Boot doesn’t generate code or make edits to your files. Instead, when you start up your application, Spring Boot dynamically wires up beans and settings and applies them to your application context. |

**What is bean wiring?**

Combining together beans within the spring container is known as bean wiring or wiring. When wiring beans, you should tell the container what beans are needed and how the container should use dependency injection to tie them together.

**Explain Bean lifecycle in spring framework?**

1. The spring container finds the bean’s definition from the XML file and instantiates the bean.
2. Using the dependency injection, spring populates all of the properties as specified in the bean definition.
3. If the bean implements the **BeanNameAware** interface, the factory calls **setBeanName**() passing the bean’s ID.
4. If the bean implements the **BeanFactoryAware** interface, the factory calls **setBeanFactory**(), passing an instance of itself.
5. If there are any **BeanPostProcessor**s associated with the bean, their post- **ProcessBeforeInitialization**() methods will be called.
6. If an init-method is specified for the bean, it will be called.
7. Finally, if there are any BeanPostProcessors associated with the bean, their **postProcessAfterInitialization**() methods will be called.

**What are important ApplicationContext implementations in spring framework?**

**ClassPathXmlApplicationContext** – This context loads a context definition from an XML file located in the class path, treating context definition files as class path resources.

**FileSystemXmlApplicationContext** – This context loads a context definition from an XML file in the filesystem.

**XmlWebApplicationContext** – This context loads the context definitions from an XML file contained within a web application.

**Difference between Dirty Read, Non Repeatable Read and Phantom Read in Database.**

D**irty Read:-**

Dirty read occurs when one transaction is changing the record, and the other transaction can read this record before the first transaction has been committed or rolled back. This is known as a dirty read scenario because there is always the possibility that the first transaction may rollback the change, resulting in the second transaction having read an invalid data.

**Dirty Read Example:-**

Transaction A begins.  
UPDATE EMPLOYEE SET SALARY = 10000 WHERE EMP\_ID= ‘123’;

Transaction B begins.  
SELECT \* FROM EMPLOYEE;  
(Transaction B sees data which is updated by transaction A. But, those updates have not yet been committed.)

**Non-Repeatable Read:-**

Non Repeatable Reads happen when in a same transaction same query yields to a different result. This occurs when one transaction repeatedly retrieves the data, while a difference transaction alters the underlying data. This causes the different or non-repeatable results to be read by the first transaction.

**Non-Repeatable Example:-**

Transaction A begins.  
SELECT \* FROM EMPLOYEE WHERE EMP\_ID= ‘123’;

Transaction B begins.  
UPDATE EMPLOYEE SET SALARY = 20000 WHERE EMP\_ID= ‘123’;  
(Transaction B updates rows viewed by the transaction A before transaction B commits.) If Transaction A issues the same SELECT statement, the results will be different.

**Phantom Read:-**

Phantom read occurs where in a transaction execute same query more than once, and the second transaction result set includes rows that were not visible in the first result set. This is caused by another transaction inserting new rows between the execution of the two queries. This is similar to a non-repeatable read, except that the number of rows is changed either by insertion or by deletion.

**Phantom Read Example:-**

Transaction A begins.  
SELECT \* FROM EMPLOYEE WHERE SALARY > 10000 ;

Transaction B begins.  
INSERT INTO EMPLOYEE (EMP\_ID, FIRST\_NAME, DEPT\_ID, SALARY) VALUES (‘111′, ‘Jamie’, 10, 35000);  
Transaction B inserts a row that would satisfy the query in Transaction A if it were issued again.

**Following are the possible values for isolation level:**

|  |  |
| --- | --- |
| S.N. | Isolation & Description |
| 1 | TransactionDefinition.ISOLATION\_DEFAULT  This is the default isolation level. |
| 2 | TransactionDefinition.ISOLATION\_READ\_COMMITTED  Indicates that dirty reads are prevented; non-repeatable reads and phantom reads can occur. |
| 3 | TransactionDefinition.ISOLATION\_READ\_UNCOMMITTED  Indicates that dirty reads, non-repeatable reads and phantom reads can occur. |
| 4 | TransactionDefinition.ISOLATION\_REPEATABLE\_READ  Indicates that dirty reads and non-repeatable reads are prevented; phantom reads can occur. |
| 5 | TransactionDefinition.ISOLATION\_SERIALIZABLE  Indicates that dirty reads, non-repeatable reads and phantom reads are prevented. |

**Following are the possible values for propagation types:**

|  |  |
| --- | --- |
| S.N. | Propagation & Description |
| 1 | TransactionDefinition.PROPAGATION\_MANDATORY  Support a current transaction; throw an exception if no current transaction exists. |
| 2 | TransactionDefinition.PROPAGATION\_NESTED  Execute within a nested transaction if a current transaction exists. |
| 3 | TransactionDefinition.PROPAGATION\_NEVER  Do not support a current transaction; throw an exception if a current transaction exists. |
| 4 | TransactionDefinition.PROPAGATION\_NOT\_SUPPORTED  Do not support a current transaction; rather always execute non-transactionally. |
| 5 | TransactionDefinition.PROPAGATION\_REQUIRED  Support a current transaction; create a new one if none exists. |
| 6 | TransactionDefinition.PROPAGATION\_REQUIRES\_NEW  Create a new transaction, suspending the current transaction if one exists. |
| 7 | TransactionDefinition.PROPAGATION\_SUPPORTS  Support a current transaction; execute non-transactionally if none exists. |
| 8 | TransactionDefinition.TIMEOUT\_DEFAULT  Use the default timeout of the underlying transaction system, or none if timeouts are not supported. |

**What are different modules in SPRING?**

* The Core container module
* Application context module
* AOP module (Aspect Oriented Programming)
* JDBC abstraction and DAO module
* O/R mapping integration module (Object/Relational)
* Web module
* MVC framework module

**What is the Core container module?**

This module provides the fundamental functionality of the spring framework. In this module **BeanFactory** is the heart of any spring-based application. The entire framework was built on the top of this module. This module makes the Spring container.

**Why most users of the Spring Framework choose declarative transaction management?**

Most users of the Spring Framework choose declarative transaction management because it is the option with the least impact on application code, and hence is most consistent with the ideals of a non-invasive lightweight container.

**What is RowCallbackHandler?**

The **RowCallbackHandler** interface extracts values from each row of a ResultSet.

Has one method – processRow (ResultSet) called for each row in ResultSet Typically stateful?

**What is Application context module?**

The Application context module makes spring a framework. This module extends the concept of BeanFactory, providing support for **internationalization** (I18N) **messages, application lifecycle events, and validation**. This module also supplies many enterprise services such **JNDI access, EJB integration, remoting, and scheduling**. It also provides support to other framework.

#### What is AOP module?

The AOP module is used for developing aspects for our Spring-enabled application. Much of the support has been provided by the AOP Alliance in order to ensure the interoperability between spring and other AOP frameworks. This module also introduces metadata programming to spring. Using spring’s metadata support, we will be able to add annotations to our source code that instruct spring on where and how to apply aspects.

#### What is JDBC abstraction and DAO module?

Using this module we can keep up the database code clean and simple, and prevent problems that result from a failure to close database resources. A new layer of meaningful exceptions on top of the error messages given by several database servers is bought in this module. In addition, this module uses Spring’s AOP module to provide transaction management services for objects in a spring application.

#### What are object/relational mapping integration module?

Spring also supports for using of an object/relational mapping (ORM) tool over straight JDBC by providing the ORM module. Spring provide support to tie into several popular ORM frameworks, including Hibernate, JDO, and iBATIS SQL Maps. Spring’s transaction management supports each of these ORM frameworks as well as JDBC.

#### What is web module?

Spring comes with a full-featured MVC framework for building web applications. Although spring can easily be integrated with other MVC frameworks, such as Struts, spring’s MVC framework uses IoC to provide for a clean separation of controller logic from business objects. It also allows you to declaratively bind request parameters to your business objects. It also can take advantage of any of spring’s other services, such as **I18N messaging and validation.**

**Struts-2 integration with spring**

**In Web.xml**

<filter-class>

**org.apache.struts2.dispatcher.ng.filter**.**StrutsPrepareAndExecuteFilter**

</filter-class>

</filter>

<listener-class>

**org.springframework.web.context.ContextLoaderListener**

</listener-class>

**What is Bean Factory, Have you used XMLBean Factory?**

A BeanFactory is an implementation of the factory pattern that applies Inversion of Control to separate the application’s configuration and dependencies from the actual application code.

XMBeanFactory is one of the implementation of bean factory **org.springframework.beans.factory.xml.XmlBeanFactory** is used to create bean instance defined in our xml file.

BeanFactory has many implementations in spring. But one of the most useful one is **org.springframework.beans.factory.xml.XmlBeanFactory**, which loads its beans based on the definitions contained in an XML file. To create an **XmlBeanFactory**, pass a **java.io.InputStream** to the constructor. The InputStream will provide the XML to the factory. For example, the following code snippet uses a java.io.FileInputStream to provide a bean definition XML file to XmlBeanFactory.

BeanFactory factory=new XmlBeanFactory(new FileInputStream(“beans.xml””));

(Or)

ClassPathResource resource=new ClassPathResource(“beans.xml”);

XmlBeansFactory factory=new XmlBeansFactory(resource);

**Cache vs. Buffer**

The terms "**buffer**" and "cache" tend to be used interchangeably; note however they represent different things. **A buffer is used traditionally as an intermediate temporary store for data between a fast and a slow entity**. As one party would have to *wait* for the other affecting performance, the buffer alleviates this by allowing entire blocks of data to move at once rather then in small chunks. The data is written and read only once from the buffer. Furthermore, the buffers are *visible* to at least one party which is aware of it.

A **cache** on the other hand by definition is hidden and neither party is aware that caching occurs. It as well improves performance but does that by allowing the same data to be read multiple times in a fast fashion.

**@Cacheable annotation**

As the name implies, @**Cacheable** is used to demarcate methods that are cacheable - that is, methods for whom the result is stored into the cache so on subsequent invocations (with the same arguments), the value in the cache is returned without having to actually execute the method. In its simplest form, the annotation declaration requires the name of the cache associated with the annotated method:

**@Cacheable("books")**

**public Book findBook(ISBN isbn) {...}**

In the snippet above, the method findBook is associated with the cache named books. Each time the method is called, the cache is checked to see whether the invocation has been already executed and does not have to be repeated. While in most cases, only one cache is declared, the annotation allows multiple names to be specified so that more than one cache are being used. In this case, each of the caches will be checked before executing the method - if at least one cache is hit, then the associated value will be returned:

|  |  |
| --- | --- |
|  | All the other caches that do not contain the value will be updated as well even though the cached method was not actually executed. |

@Cacheable({"books", "isbns"})

public Book findBook(ISBN isbn) {...}

**Enable caching annotations**

It is important to note that even though declaring the cache annotations does not automatically trigger their actions - like many things in Spring, the feature has to be declaratively enabled (which means if you ever suspect caching is to blame, you can disable it by removing only one configuration line rather than all the annotations in your code).

To enable caching annotations add the annotation @**EnableCaching** to one of your @Configuration classes:

**@Configuration**

**@EnableCaching**

public class AppConfig {

}

Alternatively for XML configuration use the **cache:annotation-driven** element:

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:cache="http://www.springframework.org/schema/cache"

xsi:schemaLocation="

http://www.springframework.org/schema/beans http://www.springframework.org/schema/beans/spring-beans.xsd

**http://www.springframework.org/schema/cache http://www.springframework.org/schema/cache/spring-cache.xsd">**

**<cache:annotation-driven />**

</beans>

Both the **cache:annotation-driven** element and **@EnableCaching** annotation allow various options to be specified that influence the way the caching behavior is added to the application through AOP.

The configuration is intentionally similar with that of [@Transactional](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#tx-annotation-driven-settings):

The **tx** tags deal with configuring all of those beans in Spring’s comprehensive support for transactions.

xmlns:tx="http://www.springframework.org/schema/tx

http://www.springframework.org/schema/tx/spring-tx.xsd

The **aop** tags deal with configuring all things AOP in Spring: this includes Spring’s own proxy-based AOP framework and Spring’s integration with the AspectJ AOP framework.

http://www.springframework.org/schema/aop http://www.springframework.org/schema/aop/spring-aop.xsd"

The **context** tags deal with Application Context configuration that relates to plumbing - that is, not usually beans that are important to an end-user but rather beans that do a lot of grunt work in Spring, such as BeanfactoryPostProcessors.

http://www.springframework.org/schema/context http://www.springframework.org/schema/context/spring-context.xsd

The **jms** tags deal with configuring JMS-related beans such as Spring’s [MessageListenerContainers](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#jms-mdp).

ttp://www.springframework.org/schema/jms http://www.springframework.org/schema/jms/spring-jms.xsd

The **lang** tags deal with exposing objects that have been written in a dynamic language such as JRuby or Groovy as beans in the Spring container.

http://www.springframework.org/schema/lang http://www.springframework.org/schema/lang/spring-lang.xsd

The **jee** tags deal with Java EE (Java Enterprise Edition)-related configuration issues, such as looking up a JNDI object and defining EJB references.

http://www.springframework.org/schema/jee http://www.springframework.org/schema/jee/spring-jee.xsd

**Defining new Advice types**

Spring AOP is designed to be extensible. While the interception implementation strategy is presently used internally, it is possible to support arbitrary advice types in addition to the out-of-the-box interception around advice, before, throws advice and after returning advice.

The **org.springframework.aop.framework.adapter** package is an SPI package allowing support for new custom advice types to be added without changing the core framework. The only constraint on a custom Advice type is that it must implement the **org.aopalliance.aop.Advice** tag interface.

**How to filter components in auto scanning?**

To include and exclude components based on your requirements. You can filter your components during enabling auto component scanning level, it should be configured at xml based configuration level. Here is an example for including auto scan components:

Here is the xml based configuration, which includes a filter to include components; the filter is specified using "include-filter" tag. Note that below filtering components based on regular expression, and annotation based. Below xml configuration including all Components annotated with @Component annotation and any class containing "Service" String.

 <context:component-scan base-package="com.java2novice">

        <context:include-filter type="regex"

            expression="com.java2novice.service.\*Service.\*" />

        <context:include-filter type="annotation"

            expression="org.springframework.stereotype.Component" />

     </context:component-scan>

**How to read property file in spring 3.0 using java based configuration?**

@Configuration

@PropertySource("classpath:/db.properties")

Public class MyApplicationConfig {

@Autowired

Environment env;

@Bean (name="dbConfig")

Public MyDbConfig getDbConfig (){

**How to read property file in spring using xml based configuration file?**

To load property file from the classpath using xml based configuration. Declare your property file in your xml based configuration file using "context: property-placeholder" tag, and refer property key any where in the xml based configuration file using ${db.host.url} syntax.

In the spring bean configurations, bean attribute called 'scope' defines what kind of object has to created and returned. There are 5 types of bean scopes available, they are:

1) **singleton**: Returns a single bean instance per Spring IoC container.

2) **prototype**: Returns a new bean instance each time when requested.

3) **request**: Returns a single instance for every HTTP request call.

4) **session**: Returns a single instance for every HTTP session.

5) **global session**: global session scope is equal as session scope on portlet-based web applications.

If no bean scope is specified in bean configuration file, then it will be by default 'singleton'.

In spring the beans are managed by Spring IoC container, these are backbone of the application. You can instantiate and manage them in your application using configurations. In xml based spring bean configurations, using <bean> tag, you can manage them. Here we have given complete list of bean tag properties:

**name / id:**

This attribute specifies the bean unique identifier. In XML based configuration metadata, you use the id and/or name attributes to specify the bean identifier.

**class:**

This attribute is mandatory and specify the bean class to be used to create the bean. You should specify fully qualified class name. Include package name.

**scope:**

This attribute specifies the scope of the objects created from a particular bean definition. The scope values can be prototype, singleton, request, session, and global session.

**constructor-arg:**

This is used to inject the dependencies through bean constructor.

**properties:**

This attribute is used to inject the dependencies through setter method.

**autowiring mode:**

This is used to inject the dependencies.

**lazy-init** (lazy-initialization mode):

A lazy-initialized bean tells the IoC container to create a bean instance when it is first requested, rather than at startup.

**init-method** (initialization method):

A callback to be called just after all necessary properties on the bean have been set by the container. This is part of bean lifecycle.

**destroy-method** (destruction method):

A callback to be used when the container containing the bean is destroyed. This is part of bean lifecycle.

Configure default initialization and destroy methods in all spring beans

  default-init-method="init"

     default-destroy-method="destroy">

Configure spring bean initialization and destroy method calls using java annotations @**PostConstruct** and @**PreDestroy**. These annotations are not belong to spring API, these are part of J2ee library common-annotations.jar file

Spring Annotations: Contents:

|  |  |
| --- | --- |
| **Annotation** | **Package Detail/Import statement** |
| [@Service](http://www.techferry.com/articles/spring-annotations.html#Service) | import org.springframework.stereotype.Service; |
| [@Repository](http://www.techferry.com/articles/spring-annotations.html#Repository) | import org.springframework.stereotype.Repository; |
| [@Component](http://www.techferry.com/articles/spring-annotations.html#Component) | import org.springframework.stereotype.Component; |
| [@Autowired](http://www.techferry.com/articles/spring-annotations.html#Autowired) | import org.springframework.beans.factory.annotation.Autowired; |
| [@Transactional](http://www.techferry.com/articles/spring-annotations.html#Transactional) | import org.springframework.transaction.annotation.Transactional; |
| [@Scope](http://www.techferry.com/articles/spring-annotations.html#Scope) | import org.springframework.context.annotation.Scope; |
| [**Spring MVC Annotations**](http://www.techferry.com/articles/spring-annotations.html#MVC) | |
| [@Controller](http://www.techferry.com/articles/spring-annotations.html#Controller) | import org.springframework.stereotype.Controller; |
| [@RequestMapping](http://www.techferry.com/articles/spring-annotations.html#RequestMapping) | import org.springframework.web.bind.annotation.RequestMapping; |
| [@PathVariable](http://www.techferry.com/articles/spring-annotations.html#PathVariable) | import org.springframework.web.bind.annotation.PathVariable; |
| [@RequestParam](http://www.techferry.com/articles/spring-annotations.html#RequestParam) | import org.springframework.web.bind.annotation.RequestParam; |
| [@ModelAttribute](http://www.techferry.com/articles/spring-annotations.html#ModelAttribute) | import org.springframework.web.bind.annotation.ModelAttribute; |
| [@SessionAttributes](http://www.techferry.com/articles/spring-annotations.html#SessionAttributes) | import org.springframework.web.bind.annotation.SessionAttributes; |
| [**Spring Security Annotations**](http://www.techferry.com/articles/spring-annotations.html#SpringSecurity) | |
| [@PreAuthorize](http://www.techferry.com/articles/spring-annotations.html#PreAuthorize) | import org.springframework.security.access.prepost.PreAuthorize; |

For spring to process annotations, add the following lines in your application-context.xml file.

**<context:annotation-config />**

**<context:component-scan base-package="...specify your package name..." />**

@**Service**

Annotate all your service classes with @**Service**. All your business logic should be in Service classes.

@**Repository**

Annotate all your DAO classes with @**Repository**. All your database access logic should be in DAO classes

@**Component**

Annotate your other components (for example REST resource classes).

@**Component** is a generic stereotype for any Spring-managed component. **@Repository, @Service, and @Controller** are specializations of @**Component** for more specific use cases, for example, in the persistence, service, and presentation layers, respectively. ![Spring Component Annotations](data:image/jpeg;base64,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)  
  
@**Autowired**

Let spring auto-wire other beans into your classes using @Autowired annotation. Spring beans can be wired by name or by type.

@**Autowire** by default is a type driven injection.

@**Qualifier** spring annotation can be used to further fine-tune autowiring.

@**Resource** (javax.annotation.Resource) annotation can be used for wiring by name. Beans that are themselves defined as a **collection** or **map** type cannot be injected through @**Autowired**, because type matching is not properly applicable to them. Use @**Resource** for such beans, referring to the specific collection or map bean by unique name.

@**Transactional**

Configure your transactions with @Transactional spring annotation.

To activate processing of spring’s @Transactional annotation, use the **<tx: annotation-driven**/> element in your spring's configuration file.

The default @Transactional settings are as follows:

Propagation setting is PROPAGATION\_REQUIRED.

Isolation level is ISOLATION\_DEFAULT.

Transaction is read/write.

Transaction timeout defaults to the default timeout of the underlying transaction system or to none if timeouts are not supported.

Any Runtime Exception triggers rollback, and any checked Exception does not.

These default settings can be changed using various properties of the

@**Transactional** spring annotation.

Specifying the @Transactional annotation on the bean class means that it applies to all applicable business methods of the class. Specifying the annotation on a method applies it to that method only. If the annotation is applied at both the class and the method level, the method value overrides if the two disagree

@**Scope**

As with Spring-managed components in general, the default and most common scope for auto detected components is singleton. To change this default behavior, use @Scope spring annotation.

@**Controller**

Annotate your controller classes with @**Controller**.

@**RequestMapping**

You use the @RequestMapping spring annotation to map URLs onto an entire class or a particular handler method. Typically the class-level annotation maps a specific request path (or path pattern) onto a form controller, with additional method-level annotations narrowing the primary mapping.

@**PathVariable**

You can use the @PathVariable spring annotation on a method argument to bind it to the value of a URI template variable. In our example below, a request path of /company/techferry will bind companyName variable with 'techferry' value.

@**RequestParam**

You can bind request parameters to method variables using spring annotation

@**RequestParam**

Similarly, you can use spring annotation @RequestHeader to bind request headers

@**ModelAttribute**

An @ModelAttribute on a method argument indicates the argument should be retrieved from the model. If not present in the model, the argument should be instantiated first and then added to the model. Once present in the model, the argument's fields should be populated from all request parameters that have matching names. This is known as data binding in Spring MVC, a very useful mechanism that saves you from having to parse each form field individually.

@SessionAttributes

@**SessionAttributes** spring annotation declares session attributes. This will typically list the names of model attributes which should be transparently stored in the session, serving as form-backing beans between subsequent requests.

@**SessionAttribute** works as follows:

is initialized when you put the corresponding attribute into model (either explicitly or using @ModelAttribute-annotated method).

is updated by the data from HTTP parameters when controller method with the corresponding model attribute in its signature is invoked.

@**SessionAttributes** are cleared when you call setComplete () on SessionStatus object passed into controller method as an argument.

@**PreAuthorize**

Using Spring Security @PreAuthorize annotation, you can authorize or deny functionality. In our example below, only a user with Admin role has the access to delete a contact.

**What is JdbcTemplate in spring?**

**org.springframework.jdbc.core.Jdbc. JdbcTemplate**

The **JdbcTemplate** class is the central class in the JDBC core package. It simplifies the use of JDBC since it handles the creation and release of resources. This helps to avoid common errors such as forgetting to always close the connection. It executes the core JDBC workflow like statement creation and execution, leaving application code to provide SQL and extract results. This class executes SQL queries, update statements or stored procedure calls, imitating iteration over ResultSets and extraction of returned parameter values. It also catches JDBC exceptions and translates them to the generic, more informative, exception hierarchy defined in the org.springframework.dao package.

The **NamedParameterJdbcTemplate** class helps you specify the named parameters instead of classic placeholder('?') argument. Named parameters improve readability and are easier to maintain.  
  
The **NamedParameterJdbcTemplate** provide better approach than [JdbcTemplate](http://www.dineshonjava.com/2012/12/using-jdbctemplate-in-spring-chapter-33.html#.UMNSg4aeWk9) ,where multiple parameters are in use for an SQL statement. It eliminated need of traditional JDBC "?" and provide named parameters. It is easy to use and provide better documentation. It functionality is similar to [JdbcTemplate](http://www.dineshonjava.com/2012/12/using-jdbctemplate-in-spring-chapter-33.html#.UMNSg4aeWk9) except it incorporate named parameters instead of "?" placeholder.   
  
In [**JdbcTemplate**](http://www.dineshonjava.com/2012/12/using-jdbctemplate-in-spring-chapter-33.html#.UMNSg4aeWk9), SQL parameters are represented by a special placeholder “?” symbol and bind it by position. The problem is whenever the order of parameter is changed, you have to change the parameters bindings as well, it’s error prone and cumbersome to maintain it.

<bean id="dataSource" class="org.springframework.jdbc.datasource.**DriverManagerDataSource**">

<property name="driverClassName" value="com.mysql.jdbc.Driver" />

<property name="url" value="jdbc:<mysql://localhost:3306/java2novice>" />

<property name="username" value="user\_name" />

<property name="password" value="password" />

</bean>

<bean id="employeeDAO" class="com.java2novice.dao.EmployeeDaoImpl">

<property name="dataSource" ref="dataSource" />

</bean>

**What is Dependency Injection in spring?**

Dependency Injection is an aspect of inversion of control is a general concept, and it can be expressed in many different ways. This concept says that you do not create your object but describe how they should be created. You don’t directly connect your components and services together in code but describe which services are needed by which components in a spring configuration file. A container (the IOC container) is then responsible for hooking it all up.

Java Dependency Injection design pattern allows us to remove the hard-coded dependencies and make our application **loosely coupled**, **extendable** and **maintainable**. We can implement dependency injection in java to move the dependency resolution from compile-time to runtime.

To use dependency injection pattern to achieve loose coupling and extendibility in the application

.

Whether to use Constructor based dependency injection or setter based is a design decision and depends on your requirements. For example, if my application can’t work at all without the service class then I would prefer constructor based DI or else I would go for setter method based DI to use it only when it’s really needed.

Dependency Injection in Java is a way to achieve Inversion of control (IoC) in our application by moving objects binding from compile time to runtime. We can achieve IoC through **Factory Pattern, Template Method Design Pattern, Strategy Pattern and Service Locator pattern** too.

Spring Dependency Injection, Google Guice and Java EE CDI frameworks facilitate the process of dependency injection through use of Java Reflection API and java annotations. All we need is to annotate the field, constructor or setter method and configure them in configuration xml files or classes.

**Benefits of Java Dependency Injection?**

Some of the benefits of using Dependency Injection in Java are:

Separation of Concerns Boilerplate Code reduction in application classes because all work to initialize dependencies is handled by the injector component Configurable components makes application easily extendable

Unit testing is easy with mock object.

**Disadvantages of Java Dependency Injection?**

**Java Dependency injection has some disadvantages too:**

If overused, it can lead to maintenance issues because effect of changes is known at runtime. Dependency injection in java hides the service class dependencies that can lead to runtime errors that would have been caught at compile time.

**What are the different types of IOC (dependency injection)?**

**Constructor based DI** is accomplished when the container invokes a class constructor with a number of arguments, each representing a dependency on other class.

**Setter-based dependency injection**: Setter based DI is accomplished by the container calling setter methods on your beans after invoking a no-argument constructor or no-argument static factory method to instantiate your bean.

**Aspect Oriented Programming Core Concepts?**

Most of the enterprise applications have some common crosscutting concerns that is applicable for different types of Objects and modules. Some of the common crosscutting concerns are **logging**, **transaction management**, **data validation** etc. In Object Oriented Programming, modularity of application is achieved by Classes whereas in Aspect Oriented Programming application modularity is achieved by Aspects and they are configured to cut across different classes.

Spring AOP takes out the direct dependency of crosscutting tasks from classes that we can’t achieve through normal object oriented programming model. For example, we can have a separate class for logging but again the functional classes will have to call these methods to achieve logging across the application.

**Aspect**: An aspect is a class that implements enterprise application concerns that cut across multiple classes, such as transaction management. Aspects can be a normal class configured through Spring XML configuration or we can use Spring **AspectJ** integration to define a class as Aspect using @Aspect annotation.

**<!-- Enable AspectJ style of Spring AOP -->**

**<aop:aspectj-autoproxy />**

**Join Point**: A join point is the specific point in the application such as method execution, exception handling, changing object variable values etc. In Spring AOP a join points is always the execution of a method.

**Advice**: Advices are actions taken for a particular join point. In terms of programming, they are methods that gets executed when a certain join point with matching pointcut is reached in the application. You can think of Advices as [Struts2 interceptors](http://www.journaldev.com/2210/struts-2-interceptor-example) or [Servlet Filters](http://www.journaldev.com/1933/java-servlet-filter-example-tutorial).

**Before advice** - @Aspect , @**Before**

**These advices runs before the execution of join point methods. We can use @Before annotation to mark an advice type as Before advice.**

**After advice** - @**After**

**An advice that gets executed after the join point method finishes executing, whether normally or by throwing an exception. We can create after advice using @After annotation.**

**After returning advice** - @**AfterRunning**

**Sometimes we want advice methods to execute only if the join point method executes normally. We can use @AfterReturning annotation to mark a method as after returning advice.**

**After throwing advice** - @**AfterThrowing**

**This advice gets executed only when join point method throws exception, we can use it to rollback the transaction declaratively.We use @AfterThrowing annotation for this type of advice.**

**Around advice - @Around**

**This is the most important and powerful advice. This advice surrounds the join point method and we can also choose whether to execute the join point method or not. We can write advice code that gets executed before and after the execution of the join point method. It is the responsibility of around advice to invoke the join point method and return values if the method is returning something. We use @Around annotation to create around advice methods.**

org.aspectj.lang.annotation.Aspect

org.aspectj.lang.annotation.Before

org.aspectj.lang.annotation.After

org.aspectj.lang.annotation.AfterReturning

org.aspectj.lang.annotation.AfterThrowing

org.aspectj.lang.annotation.Around

**Pointcut**: **Pointcut are expressions that is matched with join points to determine whether advice needs to be executed or not. Pointcut uses different kinds of expressions that are matched with the join points and Spring framework uses the AspectJ pointcut expression language.**

**@Before("execution(public String getName())")**

**public void getNameAdvice(){**

**System.out.println("Executing Advice on getName()");**

**}**

**Target Object**: **They are the object on which advices are applied. Spring AOP is implemented using runtime proxies so this object is always a proxied object. What is means is that a subclass is created at runtime where the target method is overridden and advices are included based on their configuration.**

**AOP proxy**: **Spring AOP implementation uses JDK dynamic proxy to create the Proxy classes with target classes and advice invocations; these are called AOP proxy classes. We can also use CGLIB proxy by adding it as the dependency in the Spring AOP project.**

**Weaving**: **It is the process of linking aspects with other objects to create the advised proxy objects. This can be done at compile time, load time**

**or at runtime. Spring AOP performs weaving at the runtime**.

**What is the difference between concern and cross-cutting concern in Spring AOP?**

Concern **is behavior which we want to have in a module of an application. Concern may be defined as a functionality we want to implement to solve a specific business problem. E.g. in any ecommerce application different concerns (or modules) may be inventory management, shipping management, user management etc.**

**Cross-cutting concern is a concern which is applicable throughout the application (or more than one module). e.g. logging , security and data transfer are the concerns which are needed in almost every module of an application, hence they are termed as cross-cutting concerns.**

**What is load-on-startup**?

**As stated earlier load-on-startup is a tag element which appear inside <servlet> tag in web.xml. load-on-startup tells the web container about loading of a particular servlet. if you don't specify load-on-startup then container will load a particular servlet when it feels necessary most likely when first request for that servlet will come, this may lead to longer response time for that query if Servlet is making**[**database connections**](http://javarevisited.blogspot.com/2011/11/database-transaction-tutorial-example.html)**or performing**[**ldap authentication**](http://javarevisited.blogspot.com/2011/09/spring-interview-questions-answers-j2ee.html)**which contribute network latency or any other time consuming job, to avoid this, web container provides you a mean to specify certain servlet to be loaded during deployment time of application by using load-on-startup parameter.**

**If you specify load-on-startup parameter inside a servlet than based upon its value Container will load it.you can specify any value to this element but in case of load-on-startup>0 , servlet with less number will be loaded first. For example in below web.xml**AuthenticationServlet**will be loaded before**AuthorizationServlet**because load-on-startup value for AuthenticationServlet is less (2) while for AuthorizationServlet is 4.**

**load-on-startup Example in web.xml**

**here is an example of how to use load on startup tag inside servlet element in web.xml:**

<servlet>

**<servlet-name>AuthenticationServlet</servlet-name>**

**<display-name>AuthenticationServlet</display-name>**

**<servlet-class>com.trading.AuthenticationServlet</servlet-class>**

<load-on-startup>2</load-on-startup>

</servlet>

<servlet>

**<servlet-name>AuthorizationServlet</servlet-name>**

**<display-name>AuthorizationServlet</display-name>**

**<servlet-class>com.trading.AuthorizationServlet</servlet-class>**

<load-on-startup>4</load-on-startup>

</servlet>

Important points on load-on-startup element

**1. If <load-on-startup> value is same for two servlet than they will be loaded in an order on which they are declared inside web.xml file.**

**2. if <load-on-startup> is 0 or negative integer than Servlet will be loaded when Container feels to load them.**

**3. <load-on-startup> guarantees loading, initialization and call to init() method of servlet by web container.**

**4. If there is no <load-on-startup> element for any servlet than they will be loaded when web container decides to load them.**

**When to use <load-on-startup> in web.xml?**

**<load-on-startup> is suitable for those servlet which performs time consuming jobs e.g. Creating Database Connection pool, downloading files or data from network or prepare environment ready for servicing client in terms of initializing cache , clearing pipelines and loading important data in memory. If any of your servlet performs these jobs then declare them using <load-on-startup> element and specify order as per your business logic or what suites your application.**Remember lower the value of <load-on-startup>, servlet will be loaded first. **You can also check your web container documentation on how exactly load on start-up is supported.**

@RequestMapping is one of the most widely used Spring

MVC annotation. org.springframework.web.bind.annotation.RequestMapping annotation is used to map web requests onto specific handler classes and/or handler methods.

Spring @RequestMapping

@RequestMapping with Class: We can use it with class definition to create the base URI. For example:

@Controller

@RequestMapping("/home")

public class HomeController {

}

Now /home is the URI for which this controller will be used. This concept is very similar to servlet context of a web application.

@RequestMapping with Method: We can use it with method to provide the URI pattern for which handler method will be used. For example:

@RequestMapping(value="/method0")

@ResponseBody

public String method0(){

return "method0";

}

Above annotation can also be written as @RequestMapping("/method0"). On a side note, I am using @ResponseBody to send the String response for this web request, this is done to keep the example simple. Like I always do, I will use these methods in Spring MVC application and test them with a simple program or script.

@RequestMapping with Multiple URI: We can use a single method for handling multiple URIs, for example:

@RequestMapping(value={"/method1","/method1/second"})

@ResponseBody

public String method1(){

return "method1";

}

If you will look at the source code of RequestMapping annotation, you will see that all of it’s variables are arrays. We can create String array for the URI mappings for the handler method.

@RequestMapping with HTTP Method: Sometimes we want to perform different operations based on the HTTP method used, even though request URI remains same. We can use @RequestMapping method variable to narrow down the HTTP methods for which this method will be invoked. For example:

@RequestMapping(value="/method2", method=RequestMethod.POST)

@ResponseBody

public String method2(){

return "method2";

}

@RequestMapping(value="/method3", method={RequestMethod.POST,RequestMethod.GET})

@ResponseBody

public String method3(){

return "method3";

}

@RequestMapping with Headers: We can specify the headers that should be present to invoke the handler method. For example:

@RequestMapping(value="/method4", headers="name=pankaj")

@ResponseBody

public String method4(){

return "method4";

}

@RequestMapping(value="/method5", headers={"name=pankaj", "id=1"})

@ResponseBody

public String method5(){

return "method5";

}

@RequestMapping with Produces and Consumes: We can use header Content-Type and Accept to find out request contents and what is the mime message it wants in response. For clarity, @RequestMapping provides produces and consumes variables where we can specify the request content-type for which method will be invoked and the response content type. For example:

@RequestMapping(value="/method6", produces={"application/json","application/xml"}, consumes="text/html")

@ResponseBody

public String method6(){

return "method6";

}

Above method can consume message only with Content-Type as text/html and is able to produce messages of type application/json and application/xml.

Spring @PathVariable

@RequestMapping with @PathVariable: RequestMapping annotation can be used to handle dynamic URIs where one or more of the URI value works as a parameter. We can even specify [Regular Expression](http://www.journaldev.com/634/regular-expression-in-java-regex-example) for URI dynamic parameter to accept only specific type of input. It works with @PathVariable annotation through which we can map the URI variable to one of the method arguments. For example:

@RequestMapping(value="/method7/{id}")

@ResponseBody

public String method7(@PathVariable("id") int id){

return "method7 with id="+id;

}

@RequestMapping(value="/method8/{id:[\\d]+}/{name}")

@ResponseBody

public String method8(@PathVariable("id") long id, @PathVariable("name") String name){

return "method8 with id= "+id+" and name="+name;

}

Spring @RequestParam

@RequestMapping with @RequestParam for URL parameters: Sometimes we get parameters in the request URL, mostly in GET requests. We can use @RequestMapping with @RequestParam annotation to retrieve the URL parameter and map it to the method argument. For example:

@RequestMapping(value="/method9")

@ResponseBody

public String method9(@RequestParam("id") int id){

return "method9 with id= "+id;

}

For this method to work, the parameter name should be “id” and it should be of type int.

@RequestMapping default method: If value is empty for a method, it works as default method for the controller class. For example:

@RequestMapping()

@ResponseBody

public String defaultMethod(){

return "default method";

}

As you have seen above that we have mapped /home to HomeController, this method will be used for the default URI requests.

@RequestMapping fallback method: We can create a fallback method for the controller class to make sure we are catching all the client requests even though there are no matching handler methods. It is useful in sending custom 404 response pages to users when there are no handler methods for the request.

@RequestMapping("\*")

@ResponseBody

public String fallbackMethod(){

return "fallback method";

}

Spring RestMapping Test Program

We can use [Spring RestTemplate](http://www.journaldev.com/2552/spring-rest-example-tutorial-spring-restful-web-services) to test the different methods above, but today I will use cURL commands to test these methods because these are simple and there are not much data flowing around.

What is the difference between Spring3.0 and Spring2.5?

**The Spring Framework is the widely used framework for java based application development. Spring framework 3.0 is the next major release after framework 2.5. The difference between Spring Framework3.0 and Spring Framework 2.5 are:**

|  |  |
| --- | --- |
| **Spring Framework3.0** | **Spring Framework2.5** |
| is compatible with java5 or higher versions | is compatible with java 2.4 and higher versions. |
| Introduces Spring Expression Language which defines bean definitions based XML and Annotation. | Native expression language exists which is less powerful than spring expression language of spring 3.0 and it has different parsing rules. |
| has type converting system and field formatting. | Does not support type conversions and field formatting. |
| Fully supports the JSR303 bean validation API. | Does not offer complete support for JSR303 bean validation API. |
| Offers support for various embedded database engines like HSQL, Derby and H2. | Does not support the embedded database engines. |
| Automatically validates the @Controller inputs. | Does not validate the @Controller inputs automatically. |
|  |  |

**New Features and Enhancements in Spring Framework 4.0**  
  
**1. Removed Deprecated Packages and Methods**

All deprecated packages, and many deprecated classes and methods have been removed with version 4.0. If you are upgrading from a previous release of Spring, you should ensure that you have fixed any deprecated calls that you were making to outdated APIs. This should be the challenging point for those who want to migrate their old spring applications to the new version. As a caution, if you are running the old spring application, then first thing to get rid of your deprecated APIs before migrating to the latest version.  
  
For a complete set of changes, [check out the API Differences Report](http://docs.spring.io/spring-framework/docs/3.2.4.RELEASE_to_4.0.0.RELEASE/).  
  
**2. Java 8 Support**  
Spring Framework 4.0 provides support for several Java 8 features. You can make use of lambda expressions and method references with Spring’s callback interfaces. There is first-class support for java.time (JSR-310), and several existing annotations have been retrofitted as @Repeatable. You can also use Java 8’s parameter name discovery (based on the -parameters compiler flag) as an alternative to compiling your code with debug information enabled.  
**Some of the Java SE 8 features to be supported include:**

* JSR-335 Lambda expressions.
* JSR-310 Date-Time value types for Spring data binding and formatting.
* Support for the new 1.8 byte code format (required to support Lambda expressions).

Spring 4.0 has increased the minimum recommendation to Java 6.0. Also it states that any new project recommended to use the Java 7.0 for their projects with Spring 4.0. It still supports the lower version Java 6 and 7 without any problem.  
  
**3. Java EE 6 and 7**  
Java EE version 6 or above is now considered the baseline for Spring Framework 4, with the JPA 2.0 and Servlet 3.0 specifications being of particular relevance. It is possible to run your application in Servlet 2.5, but it is recommended to use Servlet 3.0 environment.  
  
**4. Groovy Bean Definition DSL**  
With Spring Framework 4.0 it is now possible to define external bean configuration using a Groovy DSL. [Read more about this API](http://docs.spring.io/spring/docs/current/javadoc-api/org/springframework/beans/factory/groovy/GroovyBeanDefinitionReader.html).  
  
**5. Core Container Improvements**  
There have been several general improvements to the core container:

* Spring now treats [generic types as a form of qualifier](http://docs.spring.io/spring/docs/4.0.0.RELEASE/spring-framework-reference/htmlsingle/#beans-generics-as-qualifiers) when injecting Beans. For example, if you are using a Spring Data Repository you can now easily inject a specific implementation: @Autowired Repository<Customer> customerRepository.
* If you use Spring’s meta-annotation support, you can now develop custom annotations that [expose specific attributes from the source annotation](http://docs.spring.io/spring/docs/4.0.0.RELEASE/spring-framework-reference/htmlsingle/#beans-meta-annotations).
* Beans can now be Ordered when they are [autowired intolists and arrays](http://docs.spring.io/spring/docs/4.0.0.RELEASE/spring-framework-reference/htmlsingle/#beans-autowired-annotation). Both the @Ordered annotation and Ordered interface are supported.
* The @Lazy annotation can now be used on injection points, as well as @Bean definitions.
* The [@Description annotation has been added](http://docs.spring.io/spring/docs/4.0.0.RELEASE/spring-framework-reference/htmlsingle/#beans-java-bean-description) for developers using Java-based configuration.
* A generalized model for [conditionally filtering beans](http://docs.spring.io/spring/docs/4.0.0.RELEASE/spring-framework-reference/htmlsingle/#beans-java-conditional) has been added via the @Conditionalannotation. This is similar to @Profile but allows for user-defined strategies to be developed.
* [CGLIB-based proxy classes](http://docs.spring.io/spring/docs/4.0.0.RELEASE/spring-framework-reference/htmlsingle/#aop-pfb-proxy-types) no longer require a default constructor. Support is provided via the [objenesis](http://code.google.com/p/objenesis/) library which is repackaged *inline* and distributed as part of the Spring Framework. With this strategy, no constructor at all is being invoked for proxy instances anymore.
* There is managed time zone support across the framework now, e.g. on LocaleContext.

**6. General Web Improvements**  
Deployment to Servlet 2.5 servers remains an option, but Spring Framework 4.0 is now focused primarily on Servlet 3.0+ environments. If you are using the Spring MVC Test Framework you will need to ensure that a Servlet 3.0 compatible JAR is in your test classpath.  
  
In addition to the WebSocket support mentioned later, the following general improvements have been made to Spring’s Web modules:

* You can use the new ***@RestController*** annotation with Spring MVC applications, removing the need to add ***@ResponseBody*** to each of your ***@RequestMapping*** methods.
* The ***AsyncRestTemplate***class has been added, allowing non-blocking asynchronous support when developing REST clients.
* Spring now offers comprehensive timezone support when developing Spring MVC applications.

**7. WebSocket, SockJS, and STOMP Messaging**  
A new spring-websocket module provides comprehensive support for WebSocket-based, two-way communication between client and server in web applications. It is compatible with JSR-356, the Java WebSocket API, and in addition provides SockJS-based fallback options (i.e. WebSocket emulation) for use in browsers that don’t yet support the WebSocket protocol (e.g. Internet Explorer < 10).  
  
A new spring-messaging module adds support for STOMP as the ***WebSocket***sub-protocol to use in applications along with an annotation programming model for routing and processing STOMP messages from ***WebSocket***clients. As a result an ***@Controller*** can now contain both ***@RequestMapping*** and ***@MessageMapping*** methods for handling HTTP requests and messages from WebSocket-connected clients. The new spring-messaging module also contains key abstractions from the Spring Integration project such as ***Message, MessageChannel, MessageHandler***, and others to serve as a foundation for messaging-based applications.  
  
**8. Testing Improvements**  
In addition to pruning of deprecated code within the spring-test module, Spring Framework 4.0 introduces several new features for use in unit and integration testing.

* Almost all annotations in the spring-test module (e.g., *@ContextConfiguration, @WebAppConfiguration, @ContextHierarchy, @ActiveProfiles, etc.*) can now be used as meta-annotations to create custom composed annotations and reduce configuration duplication across a test suite.
* Active bean definition profiles can now be resolved programmatically, simply by implementing a custom ***ActiveProfilesResolver***and registering it via the resolver attribute of *@ActiveProfiles*.
* A new ***SocketUtils***class has been introduced in the spring-core module which enables you to scan for free TCP and UDP server ports on localhost. This functionality is not specific to testing but can prove very useful when writing integration tests that require the use of sockets, for example tests that start an in-memory SMTP server, FTP server, Servlet container, etc.
* As of Spring 4.0, the set of mocks in the *org.springframework.mock.web* package is now based on the Servlet 3.0 API. Furthermore, several of the Servlet API mocks (e.g., **MockHttpServletRequest**, **MockServletContext**, etc.) have been updated with minor enhancements and improved configurability.

#### XML shortcut with the p-namespace

The p-namespace enables you to use the bean element’s attributes, instead of nested <property/> elements, to describe your property values and/or collaborating beans.

Spring supports extensible configuration formats [with namespaces](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#xsd-configuration), which are based on an XML Schema definition. The beans configuration format discussed in this chapter is defined in an XML Schema document. However, the p-namespace is not defined in an XSD file and exists only in the core of Spring.

The following example shows two XML snippets that resolve to the same result: The first uses standard XML format and the second uses the p-namespace.

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:p="http://www.springframework.org/schema/p"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean name="classic" class="com.example.ExampleBean">

<property name="email" value="foo@bar.com"/>

</bean>

<bean name="p-namespace" class="com.example.ExampleBean"

p:email="foo@bar.com"/>

</beans>

The example shows an attribute in the p-namespace called email in the bean definition. This tells Spring to include a property declaration. As previously mentioned, the p-namespace does not have a schema definition, so you can set the name of the attribute to the property name.

This next example includes two more bean definitions that both have a reference to another bean:

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:p="http://www.springframework.org/schema/p"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean name="john-classic" class="com.example.Person">

<property name="name" value="John Doe"/>

<property name="spouse" ref="jane"/>

</bean>

<bean name="john-modern"

class="com.example.Person"

p:name="John Doe"

p:spouse-ref="jane"/>

<bean name="jane" class="com.example.Person">

<property name="name" value="Jane Doe"/>

</bean>

</beans>

As you can see, this example includes not only a property value using the p-namespace, but also uses a special format to declare property references. Whereas the first bean definition uses <property name="spouse" ref="jane"/> to create a reference from bean john to bean jane, the second bean definition uses p:spouse-ref="jane" as an attribute to do the exact same thing. In this case spouse is the property name, whereas the -ref part indicates that this is not a straight value but rather a reference to another bean.

|  |
| --- |
| [Note] |
| The p-namespace is not as flexible as the standard XML format. For example, the format for declaring property references clashes with properties that end in Ref, whereas the standard XML format does not. We recommend that you choose your approach carefully and communicate this to your team members, to avoid producing XML documents that use all three approaches at the same time. |

#### XML shortcut with the c-namespace

Similar to the [the section called “XML shortcut with the p-namespace”](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#beans-p-namespace), the c-namespace, newly introduced in Spring 3.1, allows usage of inlined attributes for configuring the constructor arguments rather then nested constructor-arg elements.

Let’s review the examples from [the section called “Constructor-based dependency injection”](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#beans-constructor-injection) with the c: namespace:

<beans xmlns="http://www.springframework.org/schema/beans"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xmlns:c="http://www.springframework.org/schema/c"

xsi:schemaLocation="http://www.springframework.org/schema/beans

http://www.springframework.org/schema/beans/spring-beans.xsd">

<bean id="bar" class="x.y.Bar"/>

<bean id="baz" class="x.y.Baz"/>

*<!-- traditional declaration -->*

<bean id="foo" class="x.y.Foo">

<constructor-arg ref="bar"/>

<constructor-arg ref="baz"/>

<constructor-arg value="foo@bar.com"/>

</bean>

*<!-- c-namespace declaration -->*

<bean id="foo" class="x.y.Foo" c:bar-ref="bar" c:baz-ref="baz" c:email="foo@bar.com"/>

</beans>

The c: namespace uses the same conventions as the p: one (trailing -ref for bean references) for setting the constructor arguments by their names. And just as well, it needs to be declared even though it is not defined in an XSD schema (but it exists inside the Spring core).

For the rare cases where the constructor argument names are not available (usually if the bytecode was compiled without debugging information), one can use fallback to the argument indexes:

*<!-- c-namespace index declaration -->*

<bean id="foo" class="x.y.Foo" c:\_0-ref="bar" c:\_1-ref="baz"/>

|  |
| --- |
| [Note] |
| Due to the XML grammar, the index notation requires the presence of the leading \_ as XML attribute names cannot start with a number (even though some IDE allow it). |

In practice, the constructor resolution [mechanism](http://docs.spring.io/spring/docs/current/spring-framework-reference/htmlsingle/#beans-factory-ctor-arguments-resolution) is quite efficient in matching arguments so unless one really needs to, we recommend using the name notation through-out your configuration.